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Abstract
High-Performance Computing (HPC) clusters are integral to advancing scientific research,
industrial optimization, and various computational tasks. Researchers, industrial users,
and institutions relying on HPC systems are particularly interested in enhancing the effi-
ciency and reliability of these systems to support critical tasks and innovations.

The increasing complexity and scale of HPC clusters present significant challenges in
resource management and optimization, exacerbating issues such as job failures and the
scarcity of diverse operational data. These challenges not only impact the performance
and reliability of HPC systems, but also increase operational costs and reduce the over-
all effectiveness of computational resources. Traditional models often struggle with the
dynamic nature and complexity of HPC workloads, highlighting the urgent need for inno-
vative approaches that can adapt and learn from evolving patterns.

In this setting, Large Language Models (LLMs) have emerged as powerful tools for
identifying complex patterns and dependencies within HPC workloads. This work aims to
explore the applications of LLMs in HPC environments. We focus on leveraging LLMs to
address two specific problems in HPC: job data synthesis and job end-state prediction. The
research aims to evaluate the efficacy of LLMs in generating high-fidelity synthetic datasets
and predicting job termination states, which are critical for optimizing the performance
and reliability of HPC systems.

Our approach involves a multi-stage design and evaluation process. For job data synthe-
sis, we utilize eight pre-trained LLMs and two specialized LLM-based models. We explore
various textualization techniques, preprocessing strategies, and evaluation metrics such
as Distance to Closest Record (DCR) and Machine Learning Efficiency (MLE) to assess
the quality and utility of the synthetic data. For job end-state prediction, we integrate
additional layers into eight pre-trained LLMS to handle categorical and numerical fea-
tures, comparing their performance with traditional machine learning models using the
AUC-ROC metric.

Our experiments show that RoBERTa-Large, GPT-2-based models excel in generating
synthetic data with low DCR values, closely mimicking real data. However, MLE evalu-
ations indicate that LLM-synthesized data do not yet match the utility of real datasets
for training predictive models. In job end-state prediction, GPT-2 performs competitively
with traditional models such as Random Forest and XGBoost, achieving an AUC-ROC of
0.94, highlighting its potential for broader applicability with further refinement.

These results suggest that while LLMs show significant promise in synthesizing and
predicting workload data in HPC, ongoing advancements in model architecture, training
strategies, and data-handling techniques are necessary to fully realize their potential.

The code and datasets are available at https://github.com/yyzangg/vu-bsc-thesis.
Keywords: workload synthesis, workload prediction, data generation, job failure, large

language models (LLMs), high-performance computing (HPC)
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1 Introduction
In this chapter, we present the context, problem statement, research questions, and con-
tributions of our study, focusing on exploring the application of Large Language Models
(LLMs) in High-Performance Computing (HPC) domains.

1.1 Context

HPC clusters are known for their computational power, enabling the execution of com-
plex tasks across various fields, from scientific simulations to industrial optimizations [1].
Despite their capabilities, the growing complexity and scale of HPC clusters present chal-
lenges in resource management and optimization [2, 3, 4]. Issues such as scarce diverse
operational data and frequent job failures hinder efficient system functioning [5]. These
challenges not only affect the performance and reliability of HPC systems, but also in-
crease operational costs and reduce the overall effectiveness of computational resources
[6].

Although traditional models have advanced in addressing problems such as job failure
prediction within HPC clusters [7, 8], they often struggle with the complexity and variabil-
ity of operational workloads. Moreover, traditional approaches tend to struggle to adapt
to the dynamic nature of HPC environments and follow direct instructions [9], which is
crucial for real-time decision-making and optimization [10]. This limitation underscores
the urgent need for more innovative approaches to dynamically learn and adapt to the
evolving patterns of HPC workloads [11].

In this context, LLMs have become prominent tools for capturing intricate patterns and
dependencies within HPC workloads [12]. LLMs offer promising approaches to generat-
ing synthetic operational data [13], which can significantly enhance decision-making and
operational efficiency by providing high-fidelity data for testing and development without
the constraints of data scarcity or privacy concerns [14]. Synthetic data allows for exten-
sive testing and optimization of HPC systems in a controlled environment, ensuring that
new algorithms or models can be evaluated thoroughly before deployment. In addition,
synthetic data can fill gaps where real-world data is scarce, ensuring that models trained
on these data can handle a wide range of scenarios. Furthermore, due to their advanced
learning capabilities, LLMs are highly suitable for modeling complex relationships in data,
making them ideal for predictive tasks in HPC environments [15].

While LLMs have been utilized for tasks such as parallel programming [16] and data
management [17] within the HPC community, their full potential to tackle the unique
challenges of HPC clusters remains unexplored. Integrating LLMs effectively into HPC
workflows could improve operational efficiency, reduce job failure rates, and improve com-
putational resource management [18]. These improvements can lead to more reliable and
efficient HPC systems, which are critical to advance scientific research, industrial applica-
tions, and various computational tasks that support modern digital society [19].

1.2 Problem Statement

Inefficiencies in HPC clusters impact a wide range of stakeholders, including researchers,
industrial users, and institutions that rely on HPC for critical tasks [20, 21]. Given the
challenges and opportunities, our study aims to explore the capabilities of LLMs in HPC
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environments, with a focus on workload synthesis and predictive analysis. Workload gen-
eration and prediction are crucial, interdependent facets of HPC operations, which are
pivotal for improving resource allocation [22], reducing job failures [23], and enhancing
the overall efficiency of HPC systems [24]. Predictive models leverage historical data to
anticipate future outcomes, whereas synthesis techniques can augment sparse datasets by
creating new samples that replicate the patterns observed in existing data. Previous works
have highlighted the limitations of traditional models in and data synthesis capabilities
predictive accuracy [25, 26], underscoring the need for more advanced methodologies.

To bridge the gaps, our research seeks to provide insights into how effectively LLMs can
perform these tasks compared to traditional modeling approaches. This study aims to
evaluate their efficacy in generating synthetic operational data and predicting job failures,
thereby contributing to the development of advanced methodologies for workload synthesis
and improved predictive modeling in HPC clusters.

The overarching research question of this project is How to leverage LLMs to im-
prove operational decision-making for HPC datacenters? By addressing this ques-
tion, our objective is to uncover the transformative potential of LLMs in enhancing HPC
operations, leading to more reliable and efficient systems.

1.3 Research Questions

The overarching research question is too large for a BSc-sized research project; therefore,
we scope our project through a sequence of three narrower research questions that address
together a significant part of the overarching research question. In the following, we outline
the key research questions (RQs) guiding the investigation into the potential of LLMs to
address challenges within HPC clusters.

RQ1 (LLM applications in HPC): What are the existing applications of LLMs
for HPC?

This question is fundamental to establish the current state of research and applications
of LLMs in HPC domains. It is essential to understand existing efforts and successes
before proposing new solutions. However, gathering an exhaustive list of applications of
LLMs in such a broad and dynamically evolving field can be challenging. The rapid pace
at which both LLMs and HPC technologies evolve might also render the findings obsolete
rapidly, requiring continuous updating. Moreover, the limited literature on this specific
intersection necessitates a systematic approach to identify emerging applications [27]. To
guide the systematic review to explore the breadth and depth of LLM applications within
the HPC domain, we formulate RQ1 into the following sub-research questions:

• RQ1.1 How are LLMs applied in HPC for workload synthesis? This sub-research
question studies how LLMs are applied in HPC for workload synthesis. Creat-
ing high-fidelity data for effective testing and development in HPC environments is
challenging. The current literature lacks comprehensive reviews on this topic, high-
lighting the need for a structured synthesis of knowledge to guide future research
and practical applications.

• RQ1.2 How are LLMs applied in HPC for workload prediction? With this sub-
research question, we aim to explore how LLMs are applied in predictive tasks in
HPC domains, such as job failure prediction. These tasks require models to handle
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the high variability and complexity of HPC workloads, making this an essential area
of investigation. The potential for LLMs to improve predictive accuracy is critical
for resource management and operational efficiency of HPC systems.

• RQ1.3 How are LLMs applied in other tasks in HPC? This sub-research question
investigates how LLMs are applied in other tasks in HPC environments. This is cru-
cial because LLMs have the potential to enhance various HPC-related tasks beyond
synthesis and prediction, such as system optimization and resource management.
Identifying these applications can open new avenues for research and practical im-
plementation. The challenge here is mapping out the diverse potential applications
and understanding how LLMs can be effectively integrated into different aspects of
HPC workflows, which has not been comprehensively explored in the current litera-
ture.

RQ2 (HPC Job Data Synthesis Using LLMs): How to design and evaluate LLM-
based models for synthesizing job data in HPC clusters?

Workload synthesis is critical for testing and optimizing HPC systems [24]. RQ2 ex-
plores new methodologies for generating synthetic job data and benchmarks these methods
against established ones to justify the adoption of LLM technology. Developing methods
to effectively generate realistic and useful synthetic data using LLMs involves a deep un-
derstanding of both LLM capabilities and HPC operational characteristics, presenting a
complex challenge in implementation. Establishing fair and comprehensive benchmarks
for comparison also involves statistical and domain-specific challenges. Synthetic data
generation is an active research area [28], and while LLMs offer new avenues, they also
require adjustments and innovations in model training and data handling to be effective.

• RQ2.1 (Design): How to generate synthetic job data in HPC clusters using LLMs?
RQ2.1 focuses on designing how to generate synthetic job data in HPC clusters using
LLMs. This is a significant area of research because generating high-quality synthetic
data can vastly improve the ability to test and optimize HPC systems without the
constraints of limited or sensitive real-world data. The complexities lie in ensuring
the synthetic data accurately represents the statistical properties and variability of
real job data, which is crucial for meaningful testing and development. Furthermore,
since LLMs were originally designed for natural language processing (NLP) tasks,
adapting them to generate tabular or structured data presents an additional layer
of difficulty. Techniques need to be developed to convert HPC job data into formats
that LLMs can process and vice versa, which is not straightforward.

• RQ2.2 (Evaluation): How are the techniques developed in RQ2.1 performing, rela-
tive to the non-LLM state-of-the-art? This sub-research question seeks to establish
the practical utility of LLM-based synthetic data generation methods. The main
challenges include using appropriate benchmarks and metrics to assess the quality
and utility of the synthetic data. Comparing LLM-based methods to traditional ones
helps to validate their effectiveness and identify areas where they may offer superior
performance or need further improvement.

RQ3 (HPC Job End-State Prediction Using LLMs): How to design and evaluate
LLM-based models for predicting job end-state in HPC clusters?

7



In the context of workload prediction within HPC clusters, our focus shifts towards a
specific predictive task: job end-state classification. Prediction of job failures is critical to
improve the efficiency and reliability of HPC clusters [29]. Employing LLMs for this task
involves understanding not just the technical aspects of model training but also the specific
characteristics of HPC workloads and failure modes. Predictive modeling of job failures
has been explored using various machine learning techniques [30, 31, 32], but LLMs may
offer new insights or capabilities that traditional models do not. Yet the novelty of LLM
applications in this area adds complexity due to their black-box nature and the need for
large-scale data.

• RQ3.1 (Design): How to predict job failures in HPC clusters using LLMs? RQ3.1
is crucial as accurate job failure prediction can significantly enhance the operational
efficiency and reliability of HPC systems. The complexity of this task lies in the
need to handle structured data before feeding input to LLMs.

• RQ3.2 (Evaluation): How are the techniques developed in RQ3.1 performing, rel-
ative to the non-LLM state-of-the-art? With this sub-research question, we aim to
quantify the effectiveness of LLM-based predictive models. This evaluation is es-
sential to validate the practical applicability and advantages of LLMs in predicting
job failures in HPC clusters. The challenges include establishing robust evaluation
frameworks and metrics that can fairly compare LLM-based methods with tradi-
tional approaches.
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1.4 Research Methodology

In this section, we briefly introduce the approaches used to address each research question.
RM1 - Systematic literature review: To address RQ1, which explores the exist-

ing applications of LLMs for HPC, our research employs a systematic literature review
methodology [33, 34], as detailed in section 2.2. The approach begins with the formulation
of sub-research questions to narrow down the focus: examining how LLMs are applied in
HPC for workload synthesis, workload prediction, and other HPC tasks. We utilize a
comprehensive set of keywords to conduct searches across major academic databases, such
as Google Scholar and IEEE Xplore, ensuring a broad collection of relevant literature.
This approach is essential to identify both the current uses and the potential areas for
innovation of LLMs within the HPC domain. This methodology enables us to map out
the landscape of LLM applications in HPC and identify areas needing further research in
Chapter 2, providing a foundational overview for the subsequent sections of our study.

RM2 - Design and evaluation of LLMs for job data synthesis: To explore
the generation and performance evaluation of synthetic job data in HPC clusters using
LLMs, our methodology incorporates a series of practical steps aimed at synthesizing,
validating, and comparing this data against state-of-the-art models. This methodology
is detailed in Chapter 3. We use a pre-processed dataset from SURFLisa [35] to fine-
tune and evaluate 8 general-purpose LLMs and 2 table-generation LLMs. For the set of
general-purpose LLMs, we implement a multi-stage design process that includes detailed
preprocessing, fine-tuning, and generation pipeline to produce synthetic operational traces
that closely mimics real HPC job characteristics (details in 3.2). The effectiveness of the
synthetic data is assessed against traditional models (TabGAN and CTGAN) using two
key metrics: Distance to Closest Record (DCR) [36] and Machine Learning Efficiency
(MLE) [37] (details in 3.4). These metrics evaluate the similarity of the synthetic data to
actual data and its utility in predictive modeling tasks, respectively.

RM3 - Design and evaluation of LLMs for job end-state prediction: To exam-
ine the effectiveness of LLMs for predicting job end-states in HPC clusters, we delineate
a structured methodology integrating various stages of model preparation, training, and
evaluation. This approach is elaborated upon in Sections 4.2 and 4.3. Our strategy begins
with the preparation of a specialized dataset derived from SURFLisa [35], focusing only
on features available at job submission. We utilize eight pre-trained LLMs to implement a
structured design. The predictive performance of these LLMs is evaluated against estab-
lished baseline models including Logistic Regression, Random Forest, and XGBoost [38],
which are known for their effectiveness in classification tasks.

9



1.5 Research Contributions

Our research contributions are categorized into conceptual contributions (CC) and tech-
nical contributions (TC), reflecting the theoretical and practical advancements achieved
through this work.

CC1 This work presents a comprehensive understanding of the current state of LLM
applications in HPC, highlighting key areas such as workload synthesis and prediction,
and identifying significant gaps and challenges in existing literature.

CC2 We provide a detailed analysis of the limitations and challenges in integrating
LLMs into HPC workflows, focusing on the high computational intensity, substantial mem-
ory requirements, and the specialized expertise needed to interpret model outputs.

CC3 We systematically explore the use of LLMs for HPC job data synthesis, highlight-
ing their potential to generate high-fidelity synthetic datasets that closely resemble real
operational data. This capability is crucial for enhancing the testing and optimization of
HPC systems.

CC4 Our study extends the scope of LLMs to predictive analysis within HPC environ-
ments, showcasing their ability to predict job termination states. This advancement aids
in improving the management and operation of HPC systems.

TC1 We develop and evaluate a robust methodology for synthesizing job data in HPC
clusters using eight pre-trained LLMs, including BART-Base, BART-Large, BERT-Base,
BERT-Large, DistilBERT-Base, RoBERTa-Base, RoBERTa-Large, and GPT-2, alongside
two specialized LLM-based models, GReaT and REaLTabFormer.

TC2 Our research introduces and evaluates various textualization techniques for prepro-
cessing input data, such as natural language serialization and flattened data representation,
providing insights into their impact on synthetic data quality across different LLMs.

TC3 We demonstrate that models such as RoBERTa-Large and GPT-2, when fine-
tuned appropriately, can generate high-quality synthetic data with low Distance to Closest
Record (DCR) values, indicating their capability to closely mimic real data.

TC4 Our evaluation using Machine Learning Efficiency (MLE) metrics reveals that
while LLM-generated synthetic data shows promise, it does not yet match the utility of
real datasets for training predictive models, indicating a need for further refinement.

TC5 In the context of job end-state prediction, we fine-tune eight pre-trained LLMs,
including two variants of ALBERT, and integrate additional layers to handle both cate-
gorical and numerical features. Our research demonstrates a novel approach to leveraging
LLMs for structured data classification tasks, offering a foundation for future advance-
ments in LLM-based predictive modeling in HPC environments.

TC6 Our comparative analysis of traditional models (Logistic Regression, Random
Forest, XGBoost) with LLMs (GPT-2, and variants of BERT, DistilBERT, ALBERT,
and RoBERTa) using the AUC-ROC metric highlights that GPT-2 performs competitively
with traditional models, while other LLMs show varying levels of effectiveness.

TC7 We reveal that simple prompt engineering strategies for transforming structured
numerical data into textual formats can impact predictive accuracy, emphasizing the need
for more sophisticated techniques to preserve critical nuances in the data.

These contributions collectively advance the field of HPC by leveraging the capabilities
of LLMs, providing a foundation for future research and practical applications aimed at
optimizing and enhancing the performance of HPC systems.
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1.6 Statement of Non-Plagiarism

I hereby declare that this study is a result of my independent research and original work.
Except where references are made to the work of others, all content is my own work and
has not been submitted for any other degree or professional qualification. I have adhered
to all guidelines for the use of copyrighted material, including full and accurate citations
of all sources consulted, both printed and electronic.

1.7 Thesis Structure

The rest of this work is organized as follows. Chapter 2 addresses RQ1 by reviewing ex-
isting applications of LLMs in HPC, focusing on workload synthesis, workload prediction,
and other relevant tasks. Chapter 3 answers RQ2 by detailing the methodology for gen-
erating synthetic job data using LLMs and evaluating the quality of the synthesized data.
RQ3 is addressed in Chapter 4, where we explain how LLMs can be used to predict job
end-states in HPC clusters and compare their performance with traditional models. Fi-
nally, we summarize the key findings, discuss limitations, and suggest directions for future
research in the application of LLMs in HPC in Chapter 5.
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2 Literature Review of LLM Applications in HPC
In this chapter, we address RQ1 What are the existing applications of LLMs for HPC?,
with a specific focus on workload synthesis and prediction.

2.1 Context and Scope of LLM Applications in HPC

The intersection of LLMs and HPC has gained significant attention, with prior research
focusing primarily on the design and implementation of HPC systems to facilitate LLM
training [39, 40, 41, 42]. Although recent efforts have leveraged LLMs for various HPC
tasks [43, 44, 19], a notable gap remains in the literature concerning the application of
LLMs to optimize the performance of HPC systems themselves. Moreover, there is an
absence of a thorough review that summarizes and compares applications of LLMs in the
HPC domain.

Existing studies concentrate on programming-related tasks within HPC [18], such as par-
allel programming [45, 46] and code optimization [47]. However, this leaves a critical need
to explore broader applications of LLMs in optimizing HPC systems, which would lead to
improved resource management, improved job scheduling, and overall better performance
of HPC clusters [48].

In response to these gaps, our literature review adopts a systematic approach to scru-
tinize the breadth of LLM applications within HPC settings, particularly focusing on
workload synthesis and prediction. This method, influenced by established systematic
literature review techniques by Booth et al. [33] and Xiao et al. [34], involves a com-
prehensive search in multiple academic databases using well-defined keywords related to
our research questions. The process follows a meticulous screening methodology, ensuring
that only the most relevant studies are included in our analysis, as described in Section
2.2.

Our review is structured to provide a clear understanding of how LLMs are currently
applied in the HPC domain and to identify unexplored opportunities that could benefit
from LLM capabilities. The primary areas of focus include the generation of synthetic
workload data for simulation and testing, as well as the development of predictive models
to enhance decision-making processes within HPC systems. Table 1 presents a comparative
overview of current LLM applications, highlighting various models and their applications
across different HPC tasks, thus setting a foundation for the detailed discussions in the
subsequent sections of this chapter.

This overview serves as a primer for the subsequent sections, where each segment of the
literature is dissected according to the key areas identified: workload synthesis (Section
2.3), workload prediction (Section 2.4), and other relevant applications (Section 2.5). By
mapping out these areas, we aim not only to present what is currently known but also
to illuminate the pathways for future research endeavors (Section 2.6), particularly those
that harness the untapped potential of LLMs in enhancing the efficiency and capabilities
of HPC systems.

2.2 Methodology for Systematic Literature Review

To systematically explore the existing applications of LLMs within the HPC domain, we
adopt a comprehensive approach to identify, screen, and analyze relevant literature.
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Table 1: Overview of applications of LLMs in HPC environments.

Reference Applications Models Datasets
Shi et al. [49] memory workload synthesis REaLTabFormer [50] SPEC2017 [51]
NetLLM [52] viewport prediction

adaptive bitrate streaming
cluster job scheduling

NetLLM Jin2022 [53]
FCC [54]
TPCH [55]

LLMTune [56] database knob tuning GPT-4
Mistral 7B [57]

TPC-H
JOB
BIRD [58]

LLMDB [17] query rewrite
database diagnosis
data analytics

LLMDB self-collected

HPC-GPT [59] AI model management
dataset management
data race detection

LLaMa
LLaMa 2

self-collected

HPC-Coder [16] code completion
OpenMP labeling
performance prediction

GPT-2
GPT-Neo
PolyCoder

self-collected

LM4HPC [19] code similarity analysis
parallelism detection
OpenMP Q&A

CodeBERT
GraphCodeBERT
gpt-3.5-turbo
Dolly 2.0
Cerebras-GPT
augAST
DeepSCC
StarChat-Alpha

POJ-104
DRB-ML
OMP4Par
OMPQA

MPIrigen [60] MPI-based parallel program MonoCoder
PolyCoder
GPT-3.5

HPCorpusMPI

We begin with defining the keywords and phrases to capture the scope of each sub-
research question. For workload synthesis, the search includes "workload synthesis", "syn-
thetic data", and "data generation". For workload prediction, terms such as "LLM" and
"job failure prediction" are used. For the broader applications of LLMs in HPC, the key-
word list comprises "Large Language Models", "LLMs," and "HPC". The literature search
is then conducted across multiple academic databases, including Google Scholar and IEEE
Xplore. We carefully document each paper from the search results in the reference man-
agement software Zotero. The screening process consists of two stages. First, we check
the title and abstract to exclude articles that are not aligned with the research questions.
This step ensures that only potentially relevant studies proceed to the next stage. In the
second stage, the full text of the selected articles is reviewed to confirm their relevance,
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ensuring the quality and pertinence of the analyzed literature.
Our methodology ensures a systematic and rigorous review process, offering a compre-

hensive understanding of the current applications of LLMs in HPC, especially in workload
synthesis and prediction. This structured approach lays the groundwork for identifying
gaps and opportunities for future research to enhance HPC system performance using
LLMs.

2.3 Applications of LLMs in HPC Workload Synthesis

Workload synthesis is essential in HPC domains, as synthetic datasets are vital for simulat-
ing diverse scenarios without being constrained by limited historical data. This capability
supports more robust experimentation and optimization of HPC systems [49].

Traditionally, workload synthesis has relied on statistical methods to generate represen-
tative datasets [61]. Recent advancements have introduced machine learning techniques
[37, 62]. For example, Lin et al. [63] propose a GAN-based method specifically tailored for
time-dependent cloud workload generation, demonstrating its ability to simulate realistic
and diverse workload scenarios.

Although not yet widely adopted, LLMs offer significant advantages in workload synthe-
sis for HPC systems. LLMs can generate synthetic tabular data with higher fidelity and
diversity compared to traditional methods [64, 65, 66], thereby enabling more accurate
performance evaluation and resource allocation strategies. Despite these advancements,
gaps remain in the application of LLMs for workload synthesis in HPC settings. While
LLMs have shown promising performance in generating synthetic tabular and relational
data [14, 50, 13], most prior works focus on text-to-text generation [12, 67, 68]. This
highlights the need for further research into adapting LLMs for HPC-specific tabular data
generation.

2.4 Applications of LLMs in HPC Workload Prediction

Predictive analysis of HPC workload is crucial for enhancing system performance, relia-
bility, and efficiency [8, 30]. By forecasting job termination states, resource utilization,
and potential failures, predictive models can significantly improve the management and
operation of HPC systems.

However, few studies have explored predictive analysis within the HPC domain. Nichols
et al. [16] investigate the modeling of parallel programs to predict performance bottlenecks
and system failures. While their approach offers valuable insights, it primarily focuses on
specific aspects of parallel programming rather than providing a comprehensive predictive
model for workload outcomes. This highlights a gap in the literature, particularly in using
LLMs for workload prediction in HPC.

To bridge this gap, we look at the advancements in general LLMs and their applications
in predictive tasks. Generative table pre-training models have been adapted to improve
predictive tasks associated with tabular data [9, 69, 70, 71, 72]. Zhang et al. [66] introduce
TAPTAP, which leverages table pre-training to enhance models for tasks such as classi-
fication and regression on tabular data. TAPTAP shows significant improvements over
traditional methods, particularly in scenarios with imbalanced or missing data. Hegsel-
mann et al. [71] design TabLLM, a method for zero-shot and few-shot classification using
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LLMs, showcasing competitive performance against deep learning and traditional meth-
ods on benchmark datasets. TABLET by Slack and Singh [73] introduces a benchmark of
tabular datasets annotated with natural language instructions, demonstrating significant
improvements in model performance. Similarly, Yang et al. [74] highlight the potential of
LLMs trained on enriched tabular datasets to perform zero-shot and few-shot predictions
effectively, setting new benchmarks in predictive accuracy for tabular data.

General-purpose LLMs have also been effectively repurposed for time-series forecasting.
Jin et al. [11] present TIME-LLM, which reprograms LLMs for time-series forecasting
through innovative alignment of time-series data with textual data, achieving superior
performance in both few-shot and zero-shot scenarios. Gruver et al. [75] demonstrate
that models such as GPT-3 and LLaMA-2 can perform zero-shot time-series extrapola-
tion by treating time-series data as sequential text, achieving performance comparable to
specialized models. Garza and Mergenthaler-Canseco [76] introduce TimeGPT, a foun-
dation model for time series, capable of generating accurate predictions across diverse
datasets, highlighting the broad applicability of LLMs in time series analysis.

Despite the progress, the potential of LLMs to handle the complexity and variability of
HPC workloads remains largely unexplored. Further research is needed to utilize LLMs
to predict job termination states, resource usage, and failure rates in HPC environments.

2.5 Other Applications of LLMs in HPC

The applications of LLMs have gained increasing interest in various aspects of HPC
domains, including performance tuning, data management, and programming language-
related tasks.

System Optimization
Lu et al. [48] explore the intersection of LLMs and cloud-native computing architec-

tures and propose an AI-native computing paradigm that optimizes resource usage and
costs. Wu et al. [52] develop NetLLM, an LLM-adapted framework for networking tasks.
NetLLM efficiently processes task-specific information and improves the efficiency and
accuracy of predictions across various networking scenarios such as viewport prediction,
adaptive bitrate streaming, and cluster job scheduling. Zhou et al. [17] introduce LLMDB,
a data management paradigm augmented with LLMs to improve query rewriting, database
diagnosis, and data analytics.

Data Management
Chen et al. [19] present LM4HPC, a framework designed to support the application of

LLMs in HPC software analysis and optimization. The framework is tailored to handle
HPC-specific datasets, AI models, and pipelines. Ding et al. [59] introduce HPC-GPT,
a LLaMA-based model fine-tuned for HPC domain tasks. This model addresses the gap
between general-domain NLP performance and tHPC-specific needs, demonstrating ef-
fectiveness in detecting data races and managing AI models within HPC environments.
Fernandez et al. [77] discuss the transformative potential of LLMs in data management.
They argue that LLMs can significantly enhance automation in areas such as entity reso-
lution, schema matching, data discovery, and query synthesis.

Code-Based Tasks
LLMs have shown significant potential in assisting with various code-based tasks in HPC

settings, including parallel code generation, code cleaning, and optimization. Nichols et
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al. [46] evaluate the capabilities of state-of-the-art language models in generating par-
allel code using the ParEval benchmark. Their study also introduces novel metrics for
evaluating generated code and highlights areas where LLMs excel and where they need
improvement. Godoy et al. [45] assess the OpenAI Codex’s ability to generate HPC
parallel programming model kernels across different languages and programming models.
They propose a proficiency metric to quantify the results, finding that the OpenAI Codex
performs well for mature programming models but less so for emerging ones such as HIP.
This evaluation provides valuable insights into the current capabilities and limitations of
LLMs in HPC programming. Schneider et al. [60] introduce MPIrigen, a domain-specific
language model fine-tuned to generate MPI-based parallel programs, significantly improv-
ing the accuracy of generating MPI function calls. This study underscores the importance
of domain-specific fine-tuning in optimizing LLMs for parallel computing tasks. Chen et
al. [78] propose an LLM-based approach for data race detection, combining prompt engi-
neering and fine-tuning techniques, demonstrating the effectiveness of LLMs in detecting
data races but also highlighting current limitations compared to traditional tools.

2.6 Challenges in LLMs Integration and Future Directions

The integration of LLMs into HPC tasks has shown promise, but there are still significant
gaps and challenges to address.

A major challenge is the computational intensity and memory demands of LLMs, which
can strain HPC resources and hinder scalability [19, 39]. Besides, often requires tailored
optimization techniques and efficient use of distributed computing resources [40, 43]. The
efficacy of LLMs in HPC tasks has also been hindered by the specialized knowledge neces-
sary for interpreting the model’s outputs [59]. Another challenge identified is the lack of
comprehensive studies addressing the integration of LLMs with existing HPC workflows
and infrastructures [18, 41].

Looking forward, future research must focus on several key areas. First, there is a need
for comprehensive evaluations of LLMs across diverse HPC tasks to better understand
their performance and limitations in these contexts [18]. Godoy et al. [45] believe that
generative AI can have an extraordinary and beneficial impact on HPC software develop-
ment, maintenance, and education in the future, emphasizing the importance of specialized
benchmarks and performance metrics tailored to HPC applications of LLMs. Furthermore,
Nichols et al. [46] highlight the need for improved capabilities in generating parallel code,
suggesting that current state-of-the-art LLMs still have significant room for improvement
in this area. Lastly, Fernandez et al. [77] point out that LLMs have the potential to
disrupt existing systems, necessitating developing new methodologies to integrate LLMs
effectively into current data management and computational frameworks.

2.7 Summary of LLM Applications in HPC

This review of the literature has systematically explored the application of LLMs within
HPC settings, highlighting significant advancements and persistent gaps in current re-
search. Our comprehensive examination covered several key areas: workload synthesis,
workload prediction, and broader applications of LLMs in HPC. We summarize the key
findings as listed below.
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F1 The intersection of LLMs and HPC has gained significant attention, but there re-
mains a notable gap in the literature concerning the application of LLMs to optimize the
performance of HPC systems.

F2 For workload synthesis, LLMs have shown the potential to generate synthetic datasets
with higher fidelity and diversity compared to traditional methods, which is vital for robust
experimentation and optimization of HPC systems.

F3 Despite the promise of LLMs in workload synthesis, their application in HPC settings
is still emerging, highlighting the need for further research to adapt these models for HPC-
specific tabular data generation.

F4 Advances in general LLMs and their adaptation for predictive tasks, including gen-
erative table pre-training models and time-series forecasting, have shown significant im-
provements in predictive accuracy for tabular data and time-series data, respectively.

F5 The application of LLMs to handle the complexity and variability of HPC workloads
remains largely unexplored, necessitating further research to leverage their full potential in
predicting job termination states, resource usage, and failure rates in HPC environments.

F6 Beyond workload synthesis and prediction, existing studies predominantly focus on
programming-related tasks within HPC, leaving a critical need to explore broader appli-
cations of LLMs in enhancing resource management, job scheduling, and overall system
performance.

F7 Challenges in integrating LLMs into HPC tasks include the computational intensity
and memory requirements of these models, the need for tailored optimization techniques,
and the specialized knowledge required to interpret model outputs.

Overall, while the integration of LLMs into HPC tasks shows considerable promise, the
complexity and novelty of such applications necessitate ongoing research.
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3 Design and Evaluation of LLMs for Job Data Synthesis

3.1 Overview of Job Data Synthesis Using LLMs

In this chapter, we explore the application of LLMs for synthesizing operational job data
in HPC clusters. Our goal is to determine how effectively LLMs can generate synthetic
datasets that closely replicate real operational data. This synthesis is crucial for improving
the efficiency and effectiveness of HPC systems, as it provides high-fidelity data for testing
and development without the limitations of data scarcity or privacy concerns.

The methodology employed spans several critical stages as detailed in subsequent sec-
tions. Initially, we address the selection and preparation of input data, which involves
standardizing the features and adopting various textualization techniques to prepare the
data for LLM processing (details in Section 3.2). Here, we explore different textualiza-
tion approaches, such as flattening and serialization, and assess their impact on synthetic
data quality using the Distance to Closest Record (DCR) metric (details in Section 3.4.2).
This metric, alongside Machine Learning Efficiency (MLE), provides a quantitative ba-
sis to evaluate both the fidelity and utility of the synthesized datasets(details in Section
3.4.3). Preprocessing is followed by the training phase where models are fine-tuned on
HPC-specific tasks. The choice of model architecture and the tuning parameters are criti-
cal to the success of this phase, as they directly influence the quality of the synthetic data
generated. Post-processing of the synthetic data ensures that it adheres to the required
standards and formats for realistic application scenarios.

Throughout the chapter, we dissect the performance of various models and discuss their
efficacy in replicating the complexities of real HPC workloads. In Section 3.4, we provide
a detailed evaluation of these models against benchmark datasets, aiming to highlight
effective strategies and pinpoint areas that need improvement.

3.2 Methodology for LLM-Based Job Data Synthesis

This section details the methodology to utilize pre-trained LLMs for generating synthetic
job data in HPC clusters. Our design process is guided by specific requirements to generate
realistic and useful job traces.

3.2.1 LLMs Explored for Job Data Synthesis

The models used include BART-Base, BART-Large, BERT-Base, BERT-Large, DistilBERT-
Base, RoBERTa-Base, RoBERTa-Large, and GPT-2. Except for the 8 general-purpose
LLMs, we also examine two GPT-2-based models designed specifically for generating syn-
thetic tabular data. Below is a brief introduction to each model.

GPT-2 [79] is a robust, autoregressive model that generates coherent and contextually
relevant text based on the input it receives. Its utility in generating large volumes of
coherent text makes it particularly suitable for synthesizing complex job data in HPC
clusters.

BERT [80] introduces deep bidirectional training of transformers to effectively capture
context from both directions, making it robust across a variety of NLP tasks. The model’s
architecture allows for minimal changes for task adaptation, leading to state-of-the-art
performance on multiple benchmarks.
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BART [81] is designed with an encoder-decoder architecture, where the encoder func-
tions similarly to BERT. It is trained to reconstruct the original text from corrupted
versions, combining the strengths of both bidirectional and autoregressive transformers.
This makes BART exceptionally versatile for both generation and comprehension tasks.

RoBERTa [82] iterates on BERT by optimizing hyperparameters and training data
size, significantly improving performance and robustness in language tasks.

DistilBERT [83] focuses on retaining most of the BERT’s performance while being
smaller, faster, and lighter, making it suitable for environments with constraints on com-
putational resources.

GReaT [65] leverages an autoregressive generative LLM framework to produce synthetic
tabular data that closely resembles real datasets. It supports conditional generation,
allowing it to adapt to various feature distributions and data sizes, making it ideal for
synthesizing realistic HPC cluster job data.

REaLTabFormer [50] extends the capabilities of LLMs to relational tabular data gen-
eration, efficiently modeling complex inter-table relationships as well as intra-table data
characteristics. REaLTabFormer uses a combination of autoregressive and sequence-to-
sequence models to ensure high fidelity and structural integrity in generated datasets.

3.2.2 Design Requirements for Job Data Synthesis Using LLMs

Our methodology for synthesizing job data with Transformer-based LLMs is guided by
the key requirements below.

Data Integrity and Realism The synthetic data must closely resemble the origi-
nal dataset in terms of statistical properties and patterns to be useful for analysis and
application.

Scalability The design must efficiently handle large datasets, typical in HPC environ-
ments, ensuring computational and memory efficiency.

Generality and Flexibility The approach should be adaptable to various types of
data and different HPC workloads.

Simplicity and Reproducibility The process should be straightforward enough to be
easily replicated and validated by other researchers or practitioners.

Model Performance The chosen architecture and training regimen should optimize
the model’s ability to generate high-quality synthetic data.

3.2.3 Design Choices for Job Data Synthesis Using LLMs

Our approach incorporates several stages, from preprocessing the input data to generating
and post-processing the synthetic outputs, as illustrated in Figure 1.

Preprocessing
For job data synthesis, the input is typically a dataset containing numerical and categor-

ical metrics derived from historical job execution records within HPC clusters. Therefore,
before feeding the dataset into the models, we need to prepare the dataset through the
necessary preprocessing steps ( 1 ). These include standardization of numerical features,
handling missing values, and textualization of the table.

Various approaches exist to textualize the input table [14, 65, 13]. One method is to
flatten the table and concatenate the numerical values into a single string. This method
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Pre-Processor

Data PipelinePre-trained LLM

Text Generator Post-Processor

Input Table

NNode ReqCPUS runing_time

1 1 600

... ... ...

1

2

5

3

4

"The number of nodes is 1. "
"The number of requested CPUs is 1. " 

"The running time is 600 seconds. "
...

Input IDs: 
[[50256, 1169, 1045, 287, 262, 1770, 319, 1418, 13, 1169,
1045, 287, 287, 1419, 13, 1169, 1045, 287, 600, 262, 2434,

13, 50256, 0, 0, ..., 0], ...  ]

Attention Mask: 
[[1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 0,

0, ..., 0], ...  ]
Target IDs: 

[[50256, 1169, 1045, 287, 262, 1770, 319, 1418, 13, 1169,
1045, 287, 287, 1419, 13, 1169, 1045, 287, 600, 262, 2434,

13, 50256, 0, 0, ..., 0], ...  ]
...

Output Table

NNode ReqCPUS runing_time

2 8 28800

... ... ...

Figure 1: A high-level illustration of utilizing pre-trained LLMs for job data
synthesis.

focuses purely on numerical data without adding a natural language context. Alternatively,
features can be directly converted into embeddings, which are then used as inputs to the
model. Another way is to treat each cell of the table as a token and process the entire
table as a sequence of tokens.

In our design, we adopt the textual encoding method proposed by Borisov et al. [65].
This approach involves serializing rows into detailed natural language descriptions for
RoBERTa-Base, RoBERTa-Large, and GPT-2. As LLMs preprocess tabular data as full
text, they circumvent the curse of dimensionality associated with one-hot encoding high-
dimensional data [14]. However, for BART-Base, BART-Large, BERT-Base, BERT-Large,
and DistilBERT-Base, we use flattened data representation. This decision is driven by
empirical findings that serialization degrades the performance of these LLMs in terms
of distance to closest record (DCR) mean by three orders of magnitudes, as detailed in
Section 3.4.1.

Although the natural language serialization method is more computationally expensive
due to the length and complexity of the input sequences, it leverages the LLMs’ capabilities
to understand and generate human-like text and provide more context to the model. In
contrast, flattened data representation is simpler and faster to implement and process, but
with the cost of losing some contextual information.

Data Pipeline
With preprocessing completed, the dataset is processed through a structured data

pipeline ( 2 ) to facilitate model training and generation. This phase begins by segment-
ing the input data into smaller chunks to facilitate batch processing, ensuring efficient
memory utilization and computational performance. Each chunk undergoes independent
processing to maintain data integrity, with overlapping between consecutive chunks aiding
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in capturing interdependencies and patterns across job execution records.
The processed dataset is tokenized using an appropriate tokenizer associated with the

chosen LLM, which ensures that each data point is represented in a format suitable for
the model input.

Fine-Tuning
Fine-tuning adapts the pre-trained model to a new task by training it on a task-specific

dataset. There are several alternative approaches for fine-tuning pre-trained LLMs. One
prominent method is self-supervised fine-tuning, where the model is trained on unlabeled
data [84]. This method allows the model to learn representations that capture meaningful
features from the data without requiring labeled examples for the specific downstream
task. Another approach is supervised fine-tuning, where the model is fine-tuned on a
task-specific dataset with labeled examples. This method is straightforward and effective
when sufficient labeled data is available. Reinforcement learning (RL) can also be used,
where the model learns through interaction with an environment, receiving rewards based
on its predictions [85].

In our implementation, we use self-supervised fine-tuning ( 3 ). This approach is in line
with current practices in the field where fine-tuning pre-trained language models without
architectural modifications is standard for adapting these models to diverse tasks [69]. The
pre-trained LLM is fine-tuned to adapt its parameters to the distinct characteristics of the
job data. The prompts in this context serve as the initial input that the model processes
to produce outputs that match the desired characteristics or patterns of the job data.
Training parameters such as batch size, learning rate, and number of epochs are carefully
selected and optimized to achieve convergence and maximize model performance. During
training, the model iteratively adjusts its weights based on the loss computed between
generated sequences and target sequences, updating all layers of the model to improve its
ability to generate synthetic job trace samples that resemble real-world data.

Text Generation
Once trained, the fine-tuned model is ready to generate new synthetic job data ( 4 ).

This process begins with providing a prompt to the model, which then autonomously pre-
dicts and generates sequences of data points that resemble real job characteristics. In our
design, we use a prompt that mirrors the structure and content of the input sequences used
during fine-tuning. Various generation parameters such as sampling strategies (e.g., top-k
sampling, temperature) are configured to ensure diversity and realism in the generated
sequences.

In terms of the prompt variations, we also experiment with three types of additional
prompts to enhance the quality of generated samples. The first type is an instructional
prompt that explicitly instructs the model to generate synthetic data, but this method
led to outputs with nearly identical rows, indicating limited variation and complexity
in the generated data. Additionally, attempts to provide statistical information about
the input dataset or specific characteristics of jobs (such as arrival and failure patterns)
did not significantly improve data quality. Therefore, we maintain the use of only the
prompt structured similarly to the input sequences used during fine-tuning. This approach
capitalizes on the model’s training to accurately reflect the statistical distributions and
patterns inherent in real-world job executions, ensuring that the generated job data are
both representative and useful for downstream analysis and simulation purposes.

Post-Process
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Following the generation step, we perform post-processing ( 5 ) on the generated se-
quences to produce the final output table. This crucial step involves converting generated
sequences into valid data format, denormalizing numerical values, and ensuring that all
generated samples adhere to constraints such as non-negativity or integer values where
appropriate. This meticulous process guarantees that all the generated samples comply
with real-world data standards, enhancing their utility for comprehensive analysis and
application scenarios.

In post-processing, there are various approaches beyond basic rounding and ensuring
non-negativity. Advanced techniques include outlier detection and removal, data valida-
tion against external constraints (e.g., business rules), normalization to a specific range,
and incorporating domain-specific heuristics to enhance the realism of generated data.

The post-processing method in our design is a straightforward approach commonly used
to finalize generated data for practical applications. Choosing more sophisticated architec-
tures would be justified when additional validation or transformation steps are necessary to
meet specific application requirements or when data quality needs to be further enhanced
through advanced statistical methods or domain-specific rules.

The structured methodology described above provides a systematic approach to synthe-
sizing job data using LLMs within HPC clusters. Our exploration of textualization strate-
gies contributes to understanding the trade-offs between complexity and performance in
preprocessing for LLM-based data synthesis. Our experimentation on various prompts
elucidates how prompts influence data diversity and quality in synthetic outputs, offer-
ing insights into the effective prompt design to optimize LLM performance in generating
realistic data.

3.3 Experiment Setup for Job Data Synthesis

3.3.1 Dataset for Job Data Synthesis

The dataset used for synthesis consists of job data gathered from the Slurm scheduler logs
of SURFLisa [86], covering the period from March 1, 2022, to February 28, 2023. Each row
in the dataset corresponds to a single job or task execution and includes various metrics
related to job performance and resource allocation. These features include the number
of CPUs requested, the hour of the day the job was submitted, the running time of jobs,
etc. For this work, a subset comprising 10,000 rows and 12 distinctive features is selected.
The dataset is fully cleaned with no missing values. The data is divided into training and
validation sets using an 80-20 split.

3.3.2 Baseline Models for Synthetic Data Evaluation

To effectively evaluate the effectiveness of LLMs in synthesizing job data, we select 2
models based on Generative Adversarial Networks (GAN) [87], Tabular GAN (TabGAN)
[62] and Conditional Tabular GAN (CTGAN) [37], to serve as benchmarks.

TabGAN uses GANs to generate synthetic datasets that maintain the statistical prop-
erties of the original data. TabGAN consists of a generator and a discriminator. The
generator focuses on producing realistic tabular data, while the discriminator learns to dif-
ferentiate between real and synthesized data. In our experiment, the TabGAN is trained
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with 100 epochs, 500 batches, and a 0.0002 learning rate for both the generator and
discriminator.

CTGAN is also designed to model tabular data, using conditional generation to cap-
ture the distribution of each feature conditioned on other features. Similar to TabGAN,
CTGAN includes a generator and a discriminator network and is trained with the same
setup.

3.3.3 Evaluation Metrics for Synthetic Data

Synthetic data must undergo rigorous validation to assess their fidelity and utility. This
process includes statistical comparisons with the input dataset, ensuring that the distri-
bution of features is realistic, and evaluating the performance of downstream tasks (e.g.,
predictive modeling) using synthetic data. These measures are crucial to ensure that the
synthesized data retains the essential characteristics and variability observed in real-world
HPC workloads.

In this study, the evaluation of LLMs built for the generation of synthetic job data
focuses on two dimensions. First, we assess the similarity between the synthetic and
the original input datasets using distance to closest record (DCR) [36]. Furthermore, we
evaluate the utility of synthetic data by comparing the performance of machine learning
models trained on synthesized data to those trained on real data, using Machine Learning
Efficiency (MLE) metrics [37].

Distance to Closest Record
DCR measures how similar the generated synthetic records are to the nearest real records

in the original dataset. It serves as an indicator of both the diversity and realism of
synthetic data. A lower DCR indicates that the synthetic data closely mimic the real
data.

The DCR of each synthetic record is calculated by determining its Euclidean distance
to the closest real record in the original dataset. While both Euclidean and Manhat-
tan distances are common metrics, Euclidean distance is preferred in this study due to
the continuous nature of most features in our dataset. Euclidean distance computes the
straight-line distance between two points in space, taking into account both the magni-
tude and direction of differences. In contrast, the Manhattan distance sums the absolute
differences in all dimensions.

To ensure fair comparison and meaningful distance calculations, we standardize the data
to handle features with different units and scales. Furthermore, we assign different weights
to categorical and numerical features. As the disparity in categorical features is more
significant than in numerical features, we set the weight of categorical features as 1.5 and
that of numerical features as 1. These weights are applied during the distance calculation
to ensure that categorical features contribute more to the overall distance, reflecting their
significance in the job dataset. Besides, to establish a good DCR threshold, we consider a
5% error of numerical features and a 1% error of categorical features to be the benchmark.
The threshold of the dataset used here is 0.39.

Machine Learning Efficiency
MLE assesses the comparative performance of machine learning models trained on syn-

thetic data versus those trained on real data. MLE helps determine the utility of synthetic
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data for predictive modeling tasks. A high MLE indicates that synthetic data can effec-
tively replace real data for training models without significant loss of performance.

In our study, we conduct binary classification on the termination state of each job using
the Decision Tree (DT) and Random Forest (RF) models. We evaluate the performance
of these 2 models on the holdout test set derived from the original dataset. To capture
variability in model performance, each synthetic dataset undergoes 50 iterations of eval-
uation, with the Area Under the ROC Curve (AUC-ROC) serving as the primary metric
for assessing model accuracy and reliability.

3.4 Evaluation of Synthetic Datasets

3.4.1 Evaluation of Distance to Closest Record

In Figure 2, we use box plots to visualize the DCR metric with the dashed line indicating
the DCR threshold that denotes good synthetic data quality. The box plots underscore the
varied performance of different models in generating synthetic data. In Table 2, we report
the mean, 10% trimmed mean, and median of DCR for each dataset, with serialized input
for RoBERTa-Base, RoBERTa-Large, and GPT-2, and flattened input for BART-Base,
BART-Large, BERT-Base, BERT-Large, and DistilBERT-Base.

Testset TabGAN CTGAN BART-B BART-L BERT-B BERT-L DB-B RB-B RB-L GPT-2 GReaT RELTF
Model
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Figure 2: Box plot of distance to closest record (DCR) for original and syn-
thetic datasets (10% trimmed).

The test set derived from the original data serves as a benchmark for comparison, show-
ing a mean DCR of 0.2249, a trimmed mean of 0.1163, and a median of 0.0110, suggesting
high fidelity of the synthetic data. The performance of synthetic data generation models
varies significantly, with RoBERTa-Large and REaLTabFormer showing the most promise
in producing high-quality synthetic data that closely mimics real data. In the following,
we discuss the key findings, categorizing the models into GAN-based (baselines), BART-
based, BERT-based, and GPT-2-based approaches.

Baselines TabGAN and CTGAN-generated job data have moderate DCR, with trimmed
mean DCR of 0.4975 and 0.5323, respectively. However, the mean DCR of CTGAN is sig-
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Table 2: DCR mean, trimmed mean, and median for different synthetic
datasets. The best two results are in bold.

Model Mean Trimmed Mean (10 %) Median
Test Subset 0.2249 0.1163 0.0110

TabGAN 0.5346 0.4975 0.4660
CTGAN 3.6963 0.5323 0.2600

BART-Base 6.03 ×1034 0.7847 0.4727
BART-Large 1.28 ×1023 0.3021 0.2868

BERT-Base 2.00 ×1022 9.96 ×107 3.77 ×104

BERT-Large 2.10 ×1022 6.70 ×107 4.24 ×104

DistilBERT-Base 1.00 ×1022 7.20 ×107 4.24 ×104

RoBERTa-Base 0.3762 0.2225 0.1968
RoBERTa-Large 0.3635 0.2329 0.1968

GPT-2 0.3427 0.2327 0.1968
GReaT 0.3868 0.1008 0.0551

REaLTabFormer 0.2237 0.0553 0.0002

nificantly high at 3.6963, indicating variability in synthetic data quality. In the box plot,
the test set shows relatively low DCR values, with most data points below the threshold,
confirming its close resemblance to the original data. The box plots for TabGAN and CT-
GAN display significant variability. CTGAN, in particular, shows a wide range of DCR
values with many outliers far above the threshold, indicating inconsistent quality in the
synthetic data.

BART-Based-Models Similar to CTGAN, BART-Base and BART-Large exhibit ex-
tremely high mean DCR (6.03 ×1034 and 1.28 ×1023) due to outliers. The presence of
extreme values poses a potential challenge to the utility of synthetic data, which is proved
by the poor AUC-ROC scores as shown in Section 3.4.3 later. Both BART-Base and
BART-Large have box plots with extremely high upper bounds, reflecting the presence
of substantial outliers. This supports the observation of high mean DCR values due to
extreme synthetic records.

BERT Based Models BERT-based models exhibit diverse performance. Datasets
synthesized by BERT-Base, BERT-Large, and DistilBERT-Base have extremely high mean
DCR, indicating that these LLMs fail to capture the characteristics of real data. However,
RoBERTa-Base and RoBERTa-Large show much lower DCR mean and trimmed mean
that outperform the baselines, suggesting high-quality synthetic data closely resembling
real data. The box plots for BERT-Base, BERT-Large, and DistilBERT-Base exhibit large
ranges and high median values, showing poor performance. In contrast, RoBERTa-Base
and RoBERTa-Large have lower and more consistent DCR values, with the majority of
data points below the threshold.

GPT-2-Based Models GPT-2-based models show promising results with low DCR
values. The dataset generated by GPT-2 shows moderate similarity to real data with a
trimmed mean of 0.2327 and a median of 0.1968. GReaT synthesized data has a mean DCR
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of 0.3868 with a much lower trimmed mean (0.1008) and median (0.0551), showing a mix
of close and far synthetic records, indicating variability in quality. REaLTabFormer data
achieves close similarity to real data, with a mean of 0.2237 and a trimmed mean of 0.0553.
The GPT-2 and GReaT box plots display relatively low DCR values, with medians below
the threshold. REaLTabFormer, in particular, shows very low DCR values, indicating
excellent synthetic data quality. One possible concern for the extremely low DCR value of
the data generated by REaLTabFormer is that some traces of the data, although similar
to the real data, have low availability. In the next section, we will employ MLE to look
into this issue.

For a comprehensive comparison, we visualize the DCR distribution for each synthesized
dataset in Figure 3. Most models show a sharp peak at lower DCR values, indicating a
close similarity to the real data, except for BART-Base and BART-Large, which exhibit
extremely large DCR values on a logarithmic scale. The significant variability and outliers
are not as pronounced as in previous work [50, 65, 66], suggesting potential issues with the
stability of the model. Furthermore, we observe that DCR distributions appear to differ
from dataset to dataset [50], suggesting that the nature of the dataset has a significant
impact on DCR values and, by extension, on the quality of the synthetic data generated
by the models.
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Figure 3: Distance to closest record (DCR) distributions for original and syn-
thetic datasets.

The DCR values across different models and datasets reveal significant variability. Mod-
els such as RoBERTa-Large and REaLTabFormer consistently yield lower DCR values,
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which signifies their capacity to generate high-quality synthetic data that closely resem-
bles the actual dataset. This fidelity is crucial for reliable simulations and analyses in
environments where accurate data representation is critical. Conversely, models such as
BART-Base and BART-Large exhibit extremely high DCR mean due to the presence of
outliers, which compromises the utility of the generated synthetic data. Besides, the re-
sults also underscore the sensitivity of DCR to the underlying characteristics of the dataset.
This observation suggests that the choice of a generative model should be tailored to the
specific traits of the dataset to optimize data synthesis quality.

3.4.2 Impact of Textualization Techniques on DCR

Table 3 shows the DCR values of GPT-2 and variants of RoBERTa using flattened input
while Table 4 shows the DCR values of variants of BART and BERT models using serialized
inputs.

Table 3 illustrates a stark degradation in DCR metrics compared to their serialized
counterparts. DCR values skyrocketed to the magnitudes of 106 to 1010, clearly demon-
strating the ineffectiveness of the flattened approach for GPT-2 and variants of RoBERTa.
In Table 4, the DCR values reach as high as 1036 for BART-Base, underscoring the severe
unsuitability of serialized inputs for these models under tested conditions.

Table 3: DCR mean, trimmed mean, and median for datasets synthesized by
RoBERTa-Base, RoBERTa-Large, and GPT-2 with flattened input.

Model Mean Trimmed Mean (10 %) Median
RoBERTa-Base 6.54 ×1011 6.49 ×108 1.06 ×107

RoBERTa-Large 1.12 ×1010 6.29 ×108 1.13 ×107

GPT-2 1.07 ×1011 5.23 ×108 9.79 ×106

Table 4: DCR mean, trimmed mean, and median for datasets synthesized by
BART-BASE, BART-Large, BERT-Base, BERT-Large, and DistilBERT-Base
with serialized input.

Model Mean Trimmed Mean (10 %) Median
BART-Base 5.92 ×1036 1.06 ×1028 8.59 ×1017

BART-Large 1.60 ×1026 19.8920 5.6566

BERT-Base 4.67 ×1022 4.92 ×1021 3.06 ×1021

BERT-Large 2.19 ×1023 5.74 ×1021 4.71 ×1021

DistilBERT-Base 8.77 ×1011 3.00 ×108 2.07 ×106

The evaluation suggests that the effectiveness of textualization techniques is highly
model-specific. While serialized inputs benefit models such as RoBERTa and GPT-2 by
aligning well with their architecture and enhancing data fidelity, they prove detrimen-
tal for BART and BERT models, likely due to their different processing capabilities or
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architectural constraints. Conversely, flattened inputs, though simpler and faster to imple-
ment, resulted in poor performance for RoBERTa and GPT-2, indicating a loss of critical
contextual information.

These findings highlight the importance of selecting appropriate preprocessing strategies
tailored to the specific characteristics and strengths of the chosen LLMs. Such alignment
is crucial not only for optimizing synthetic data quality but also for enhancing the overall
effectiveness of the models in practical high-performance computing applications. This
strategic approach ensures that textualization methods enhance, rather than hinder, the
capability of LLMs to process and synthesize high-quality data.

3.4.3 Evaluation of Machine Learning Efficiency

Table 5 presents the MLE results from our experiments, and Figure 4 offers visualizations
of each metric. RoBERTa-Base is omitted from MLE analysis as it generates synthetic
datasets with uniform target values.

Models trained on the original dataset exhibit high performance, setting a benchmark
for comparing synthetic datasets. The Decision Tree and Random Forest models achieve
nearly perfect performance, with both models showing MLE above 0.94. These results
indicate that the real data provides a reliable basis for predictive modeling.

The performance of models trained on synthetic datasets varies significantly. As in DCR
evaluation, we discuss the models by category.

Baselines and BART-Based Models Both CTGAN and TabGAN, along with BART-
based models, exhibit markedly lower MLE performance metrics compared to the original
dataset, underscoring challenges in capturing the complexity of operational data within
HPC environments.

BERT-Based Models BERT-based models exhibit a wide range of performance.
BERT-Base and BERT-Large synthetic datasets resulted in low performance, with both
Decision Tree and Random Forest models showing AUC-ROC values below 0.50 and accu-
racies of 0.34 and 0.38. DistilBERT-Base produces the lowest performance. These results
are consistent with the extremely high DCR values discussed in Section 3.4.1. In contrast,
the dataset synthesized by RoBERTa-Large shows the highest performance among the
synthetic datasets, largely outperforming the baselines. The Decision Tree achieves an
AUC-ROC of 0.74, and the Random Forest achieves an AUC-ROC of 0.82. This indicates
that RoBERTa-Large is effective in generating synthetic data that closely matches the real
data distribution.

GPT-2-Based Models Synthetic datasets generated by GPT-2 and 2 off-the-shelf
GPT-2-based models also provide moderate performance. The Random Forest trained on
GPT-2 data achieves an AUC-ROC of 0.76. GReaT and REaLTabFormer synthetic data
show similar results. Though falling short compared to real data, GPT-2-based models
demonstrate the potential of LLMs, highlighting the need for further improvements.

Contrary to previous studies [65, 64, 66, 13] in which LLM-generated datasets often
outperformed baselines and even real data, our findings do not mirror these outcomes.
The discrepancy may stem from the specific characteristics of the HPC datasets and the
complexity of the job states modeled in our experiments. These factors could influence
the synthetic data’s ability to accurately mimic real data complexities, as reflected in our
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Table 5: MLE evaluated on the original and synthetic datasets by Decision
Tree (DT) and Random Forest (RF) models. The best results of each model
are in bold.

Datasets Models AUC Accuracy Precision Recall F1-Score

Input DT 0.99 0.94 0.94 0.94 0.94
RF 0.99 0.95 0.96 0.95 0.96

CTGAN DT 0.53 0.69 0.64 0.69 0.65
RF 0.55 0.68 0.56 0.68 0.60

TabGAN DT 0.48 0.70 0.57 0.70 0.61
RF 0.48 0.70 0.57 0.70 0.61

BART-Base DT 0.50 0.68 0.62 0.68 0.63
RF 0.54 0.74 0.70 0.74 0.67

BART-Large DT 0.49 0.70 0.59 0.70 0.62
RF 0.46 0.64 0.60 0.64 0.62

BERT-Base DT 0.48 0.34 0.57 0.34 0.31
RF 0.47 0.34 0.57 0.34 0.31

BERT-Large DT 0.48 0.38 0.58 0.38 0.38
RF 0.47 0.38 0.58 0.38 0.38

DistilBERT-Base DT 0.50 0.34 0.61 0.34 0.28
RF 0.55 0.27 0.80 0.27 0.11

RoBERTa-Large DT 0.74 0.78 0.78 0.78 0.78
RF 0.82 0.79 0.80 0.79 0.79

GPT-2 DT 0.63 0.71 0.72 0.71 0.72
RF 0.76 0.72 0.72 0.72 0.72

GReaT DT 0.65 0.70 0.70 0.70 0.70
RF 0.72 0.70 0.70 0.70 0.70

REaLTabFormer DT 0.65 0.72 0.73 0.72 0.72
RF 0.69 0.68 0.69 0.68 0.68

MLE assessments. Besides, performance variability from dataset to dataset, as observed in
previous works, likely contributes to the less satisfactory MLE scores in our experiments.
The diverse nature of data in different studies and the unique challenges presented by
HPC environments might explain the inconsistency in model effectiveness across different
implementations.

Although RoBERTa variants and GPT-2-based models outperform baselines, none of the
synthetic datasets reached the performance levels of models trained on real data. This gap
underscores the ongoing challenge and necessity for advancing synthetic data generation
techniques to achieve better fidelity and utility in HPC and other demanding fields.
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Figure 4: MLE comparison between traditional models and LLMs.

3.5 Summary of Job Data Synthesis Using LLMs

This chapter has systematically explored the capabilities of LLMs in generating high-
fidelity synthetic job data, aiming to create high-fidelity datasets that mimic real opera-
tional data to enhance the efficiency and effectiveness of HPC systems. Below we outline
the main findings of our design and evaluation.
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F1 The choice of textualization technique is crucial for optimizing synthetic data quality.
Textual encoding methods, such as the natural language serialization technique proposed
by Borisov et al. [65], enhance the performance of models such as RoBERTa and GPT-2,
while resulting in poor performance for BART and BERT models.

F2 RoBERTa-Large and GPT-2-based models demonstrate the most promise with low
DCR values, indicating high-quality synthetic data.

F3 BART-based and some BERT-based models show extremely high DCR due to out-
liers, compromising data utility.

F4 When used to train models for predictive tasks, synthetic datasets show varied
performance. RoBERTa-Large and GPT-2-based models outperform baselines but do not
reach the performance levels of models trained on real data. This highlights the need for
further improvements in synthetic data generation techniques.

F5 Unlike previous studies where LLM-generated datasets often outperformed baselines
and real data, this study finds that the specific characteristics of HPC datasets and job
states may influence the synthetic data’s ability to mimic real data complexities, under-
scoring the ongoing challenges in achieving better fidelity and utility.

The insights gained point to several areas for further development. First, the nuanced
approach to model tuning and data handling must be refined. The process involves not
only selecting the appropriate model and textualization technique but also continuously
optimizing the training and generation processes to enhance the realism and applicability
of the synthetic data. Moreover, the exploration highlights the need for advancements
in how synthetic data is post-processed and validated against external benchmarks. This
step is critical to ensure that the generated data not only mimics the real data in terms
of numbers and patterns but also behaves similarly under various operational scenarios,
thereby truly supporting the development and testing of HPC systems.

In conclusion, while models such as RoBERTa-Large and REaLTabFormer have set
promising benchmarks in synthetic data generation, the full potential of LLMs in this
domain remains untapped. Future research should focus on closing the gap between the
fidelity of synthetic data and its utility, pushing the boundaries of how synthetic datasets
can support complex, data-driven decision-making in HPC and beyond. This ongoing
endeavor will require a concerted effort to refine data synthesis techniques, improve model
training methodologies, and develop robust frameworks for evaluating synthetic data in
diverse application areas.

31



4 Design and Evaluation of LLMs for Job End-State Pre-
diction

4.1 Overview of Job End-State Prediction Using LLMs

In this chapter, we focus on addressing RQ3 of using LLMs to predict job termination
states in HPC clusters. We detail our experimental setup and evaluate the performance
of LLMs in classifying job end-states, comparing their efficacy with traditional machine
learning models.

We begin with discussing the design requirements and choices in Section 4.2, where we
digest the four key stages of the design: preprocessing, data pipeline, model fine-tuning,
and performance evaluation. Notably, we integrate extra layers with pre-trained LLMs
specifically tailored for handling both categorical and numerical features, crucial for the
classification of job end-states.

Section 4.3 details the dataset and baseline models used for comparison. The dataset
focuses on job submission metrics and is balanced using SMOTETomek. Three baseline
models—Logistic Regression, Random Forest, and XGBoost—are employed to provide
benchmarks for performance comparison.

Finally, we evaluate the performance of the models using the AUC-ROC metric in
Section 4.4. The evaluation sheds light on how well LLMs, particularly GPT-2 and variants
of RoBERTa, perform against traditional predictive models in classifying end-states of jobs
within HPC environments. This assessment not only highlights the potential of LLMs
in this field but also identifies areas where further tuning and model adjustments are
necessary to enhance their predictive accuracy and reliability in real-world applications.

4.2 Methodology for LLM-Based Job End-State Prediction

To explore LLMs’ ability in classification, we fine-tune eight pre-trained LLMs. In addition
to the six pre-trained LLMs outlined in Section 3.2.1 (GPT-2, DistilBERT-Base, BERT-
Base, BERT-Large, RoBERTa-Base, and RoBERTa-Large), we also use two variants of
ALBERT [88], which modify BERT’s architecture to increase training speed and decrease
model size, proving beneficial for scaling to larger datasets and models. The following are
the requirements and choices for our design.

4.2.1 Design Requirements for Job End-State Prediction Using LLMs

The following requirements are essential to utilize LLMs for the classification task.
Data Integrity and Quality Ensuring that the dataset is properly prepared and

cleaned for accurate model training and evaluation.
Consistency and Efficiency Implementing processes that standardize and streamline

data handling to maintain consistent input dimensions and efficient model training.
Flexibility Designing the model architecture to handle both categorical and numerical

features effectively.
Model Performance Ensuring that the models are fine-tuned and optimized to achieve

high predictive accuracy.
Evaluation and Validation Rigorously evaluating the models to ensure their predic-

tive capabilities are robust and reliable.
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4.2.2 Design Choices for Job End-State Prediction Using LLMs

Similar to synthetic models, the process can be generalized into 4 stages as shown in Figure
5. Below we present details of each step.

Pre-Processor

Data Pipeline

Enhanced LLM

Evaluator

Input Table

ReqCPUS submit_hour_of_day submit_day_of_week

1 14 3

... ... ...

1

2

3

4

"-0.577 1.061 0.929"
...

Input IDs: 
[50256, 17, 220, 16, 19, 50256,

0, 0, ..., 0]
Attention Mask: 

[1, 1, 1, 1, 1, 1, 0, 0, ..., 0]
...

Aggregated Metrics:
Accuracy: 0.78 ± 0.0125
Precision: 0.80 ± 0.0136

Recall: 0.75 ± 0.0125
F1-Score: 0.72 ± 0.0139

AUC-ROC: 0.94 ± 0.0041
...

Additional Layers

Fine-Tuned LLM

3a

3b

Logits output:
tensor([

[ 0.1024, -0.3456, 0.7890, 1.2345, -0.5678, 0.1234, -0.8765],
...])

Figure 5: A high-level illustration of utilizing pre-trained LLMs for job end-
state prediction.

Preprocessing
The preprocessing phase ( 1 ) focuses on preparing the dataset and ensuring its suitabil-

ity for subsequent model training. As the target feature is highly imbalanced, we start
with resampling the original dataset using SMOTETomek, which balances the dataset
by combining synthetic minority oversampling with majority class undersampling (details
in Section 4.3.1). For numerical features, we perform standard scaling to ensure equal
contribution during model training.

Following scaling, numerical features are converted into tensors suitable for input into
LLMs. Each row of the dataset is then transformed into a string representation, where
each feature value is concatenated with a separator. This transformation is essential as
LLMs typically operate on textual data, requiring tabular data to be converted into a
format they can interpret.

There are various ways to convert tabular data into text formats for LLM input [27].
Common approaches include using formats such as line-separated JSON [89] or transform-
ing tables into human-readable sentences by creating templates based on column headers
and cell values, as discussed in Section 3.2.3.

Our chosen method of converting rows into concatenated strings strikes a practical
balance between information richness, simplicity, and efficiency. For prediction tasks, par-
ticularly in classification, the primary goal is to classify instances based on discriminative
features. Naive preprocessing ensures that relevant features are preserved and presented
to the model in a format it can effectively interpret. This straightforward approach mit-
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igates the risk of introducing noise or irrelevant data that could potentially confuse the
model or compromise classification performance.

Data Pipeline
The data pipeline ( 2 ) manages the preparation and flow of data for training and eval-

uation. Similar to job data synthesis, the processed input is tokenized by corresponding
tokenizers, which pad and truncate the sequences to a fixed maximum length, ensuring
consistency in input dimensions during training. In addition, other tokenization strategies
exist, such as dynamic padding based on the longest sequence in a batch. Our fixed-length
approach guarantees consistency in input dimensions across all samples during training.

We create custom datasets and data loaders. These datasets combine the scaled numer-
ical features, tokenized text data, and corresponding labels. This integration facilitates
seamless data handling during the training and evaluation phases. The data loaders are
configured to handle batching, shuffling, and sampling of the data efficiently. For the
GPT-2-based model, we define a custom dataset class that concatenates numerical fea-
tures into a single text string. For other models, we define a similar dataset class, but
retain the numerical features as separate inputs alongside the tokenized text data. This
adaptability is crucial in research and application scenarios where different models may
require varying data representations for optimal performance.

Additional Layers
For classification tasks, additional layers ( 3a ) are integrated with pre-trained LLMs

( 3b ). The GPT-2-based model is modified to include a classification layer that outputs
logits corresponding to different termination states of jobs. The model processes the
tokenized input sequences and generates hidden states from which the final token’s output
is used for classification. Other models are extended with additional layers to handle
numerical features in conjunction with text-based features. This involves incorporating
fully connected layers to process numerical data, followed by concatenating this output
with pooled representations from the LLMs. Subsequently, the combined representation
is fed into a final classification layer.

This approach streamlines model architecture and training protocols, effectively merging
the strengths of LLMs with conventional neural network components. However, alternative
architectures may explore different types or depths of neural network layers instead of di-
rectly adding fully connected layers post-LLMs. For example, utilizing convolutional layers
or recurrent neural networks (RNNs) alongside LLMs could capture different hierarchical
or temporal aspects of data, especially useful for sequential or time-series classification
tasks.

Fine-Tuning
The combined models ( 3 ) comprising LLMs and additional layers with numerical fea-

tures are fine-tuned using a cross-entropy loss function and the AdamW optimizer. Draw-
ing from the fine-tuning methodology in job data synthesis, we use supervised fine-tuning
on all layers. The training procedure spans multiple epochs, where the model iteratively
adjusts its weights to minimize classification errors and enhance predictive accuracy.

Evaluation
After training, the models are evaluated on the validation set to measure their perfor-

mance ( 4 ). This evaluation process involves multiple iterations of training and assessment
in various random splits of the dataset to ensure the robustness and reliability of the re-
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sults. In alignment with established benchmarks [71, 9], we prioritize AUC-ROC as the
primary metric for evaluating the classification capabilities of the models. AUC-ROC is
particularly suitable for assessing the model’s discriminative power across different classes,
which is advantageous in scenarios with class imbalance.

While AUC-ROC is a common metric for evaluating classification models, other met-
rics could also be considered depending on the specific requirements of the task. Metrics
including accuracy, recall, and F1-score are informative for understanding the model’s per-
formance across different classes, especially in scenarios where specific class performance
matters.

The framework presented above not only streamlines model training, but also under-
scores adaptability across diverse research and application domains, especially with the
incorporation of additional layers and pre-trained LLMs.

4.3 Experiment Setup for Job End-State Prediction

4.3.1 Dataset for Job End-State Prediction

For building predictive LLMs, we use a subset of the dataset described in Section 3.3.1.
In job scheduling, certain job features, such as allocated numbers of CPUs and running
time, are unknown before job completion. Therefore, we focus only on metrics available at
job submission. The selected features include the number of requested CPUs, the hour of
the day, the day of the week, and the day of the month when the job was submitted. The
target column is the encoded termination state of each job. There are 6 types of end-states
for jobs in the dataset under examination, including completed, canceled, failed, timeout,
out of memory, and node fail.

A significant challenge in this dataset is the class imbalance in the target column, where
some job termination states are much less frequent than others. To address this, we employ
the SMOTE (Synthetic Minority Over-sampling Technique) combined with Tomek links
(SMOTETomek) to balance the classes. SMOTE generates synthetic samples for the
minority class, whereas Tomek links help clean the data by removing overlapping samples
from different classes. The dataset is then split into training and validation sets using an
80-20 split to ensure robust evaluation of the models.

4.3.2 Baseline Models for Predictive LLMs Evaluation

To predict the termination states of HPC jobs, we employed three baseline models, Lo-
gistic Regression, Random Forest, and XGBoost [38]. These models are chosen for their
ability to handle classification tasks effectively and their prevalence as a benchmark in
predictive modeling scenarios. We deploy the random search algorithm to fine-tune the
hyperparameters of the three benchmarks.

Logistic Regression is a fundamental model for classification tasks and serves as a
baseline due to its simplicity and interpretability. Parameters optimized include regular-
ization strength, penalty, solver, and maximum iterations.

Random Forest is an ensemble learning method known for its robustness, ability to
handle complex interactions in data, and resistance to overfitting. Hyperparameters such
as the number of trees and maximum depth of trees are optimized during training.
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XGBoost is an optimized gradient boosting algorithm renowned for its speed and
performance in structured data, often outperforming other models in various competitions
and benchmarks. Key hyperparameters tuned include the number of boosting rounds,
maximum tree depth, learning rate, and subsampling ratio.

4.4 Evaluation of Predictive LLMs

Our objective is to investigate whether LLMs, known for their prowess in natural language
processing, can compete with traditional machine learning models in handling structured
and numerical data. We primarily use the AUC-ROC as the performance metric for this
evaluation, consistent with previous studies [72].

Table 6 presents a detailed comparison of the AUC-ROC scores between traditional
models (Logistic Regression, Random Forest, and XGBoost) and LLMs (GPT-2 and vari-
ants of BERT, DistilBERT, ALBERT, and RoBERTa) for the task of classification of the
end-state of the job in HPC clusters. The visualization of the performance of the models
can be found in Figure 6.

Table 6: AUC-ROC performance comparison between traditional models and
LLMs. The best three results are in bold.

Models AUC-ROC
Logistic Regression 0.62 ± 0.0038

Random Forest 0.96 ± 0.0010
XGBoost 0.96 ± 0.0011

BERT-Base 0.78 ± 0.0042
BERT-Large 0.75 ± 0.0014

DistilBERT-Base 0.82 ± 0.0020
ALBERT-Base 0.80 ± 0.0019
ALBERT-Large 0.77 ± 0.0099
RoBERTa-Base 0.81 ± 0.0051
RoBERTa-Large 0.83 ± 0.0002

GPT-2 0.94 ± 0.0041

Bselines Both Random Forest and XGBoost models demonstrate superior performance
with an AUC-ROC of 0.96. This high performance can be attributed to their ensemble
learning methods, which effectively capture complex data patterns and interactions, mak-
ing them particularly well-suited for structured, numerical datasets such as the dataset
used in this work. Logistic Regression, while simpler and more interpretable, lags signifi-
cantly behind with an AUC-ROC of 0.62. This indicates that linear models may struggle
with the non-linear relationships and complexities present in the HPC job dataset. Al-
though its simplicity and interpretability are advantageous, these benefits come at the cost
of lower predictive power in more complex scenarios.

GPT-2 Among the LLMs, GPT-2 achieves the highest AUC-ROC of 0.94, making it
competitive with Random Forest and XGBoost. This suggests that despite being originally
designed for NLP tasks, GPT-2 can effectively adapt to structured data with proper
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Figure 6: AUC-ROC performance comparison between traditional models and
LLMs.

training and tuning.
BERT-Based Models DistilBERT-Base and RoBERTa-Large also show promising

results with AUC-ROC scores of 0.82 and 0.83, respectively. These models benefit from
their transformer-based architectures, which allow them to capture complex patterns in
the data. Other variants of BERT and ALBERT, while outperforming Logistic Regression,
do not match the performance of the top traditional models or GPT-2.

The variance in performance across different LLMs indicates that model architecture and
pre-training significantly influence their ability to handle structured data. The variability
in the AUC-ROC scores among LLMs (e.g., ALBERT-Large’s higher standard deviation of
0.0099) suggests that some LLMs may require more fine-tuning and careful hyperparameter
optimization to achieve consistent performance. In contrast, traditional models, especially
Random Forest and XGBoost, exhibited very low variability, reflecting their stability and
reliability in handling the given dataset.

The inferior performance of certain LLMs is consistent with findings in previous works
[9, 71], where LLM-based models (LLaMA-GTL and TabLLM) fail to outperform baselines
in most of the benchmark datasets in fine-tuned settings. Transformation of tabular data
into a textual format suitable for LLMs might not preserve all relevant information as
effectively as traditional models designed for numerical data. The fine-tuning process
for LLMs might require more sophisticated techniques and additional hyperparameter
optimization to match the performance of traditional models.

4.5 Summary of Job End-State Prediction Using LLMs

In this chapter, we utilize LLMs to predict the termination states of jobs and benchmark
their performance against traditional machine learning models. We summarise the main
findings obtained as follows.

F1 GPT-2 stands out among the LLMs, showing competitive performance against the
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best-performing traditional models such as Random Forest and XGBoost. This under-
scores the adaptability of GPT-2 to structured data, despite its original design for text-
based tasks.

F2 RoBERTa-Large and DistilBERT-Base also show promising results. However, other
variants of BERT and ALBERT outperform Logistic Regression but do not achieve the
same level of performance as the top traditional models or GPT-2. This indicates that
while LLMs have potential, their effectiveness varies significantly based on the specific
model and the task at hand.

F3 The integration of additional layers with pre-trained LLMs enhances their capability
to handle both categorical and numerical features effectively.

F4 LLMs demonstrate significant potential in predicting job termination states within
HPC clusters. Despite being originally designed for natural language processing tasks,
LLMs can be effectively adapted for structured and numerical data with appropriate pre-
processing and fine-tuning.

While traditional models remain preferred for structured numerical tasks, the promising
results from GPT-2 suggest that LLMs, with further refinement and appropriate training,
could broaden their applicability beyond natural language tasks. Future research might
explore more sophisticated fine-tuning approaches or hybrid models that integrate the
strengths of traditional machine learning and modern LLM techniques.
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5 Conclusion and Future Work
Our study embarks on exploring the application of LLMs in HPC domains, particularly
focusing on their capabilities in job data synthesis and job end-state prediction.

5.1 Conclusion for Each Research Question

Our study addresses the three key research questions by providing insights into the current
state and potential future directions of the use of LLMs in HPC environments.

RQ1: What are the existing applications of LLMs for HPC? We provide a
comprehensive overview of the existing applications of LLMs and identify the remaining
gaps in the field. While there is a growing body of work exploring how LLMs can optimize
and enhance HPC operations, existing work focus on programming-related tasks within
HPC. Our comprehensive literature review has highlighted the promising capabilities of
LLMs in areas such as workload synthesis and predictive analysis but also points out
significant gaps and challenges that remain, including scalability and data availability.

RQ2: How to design and evaluate LLM-based models to synthesize job data
in HPC clusters? The investigation into generating synthetic job data in HPC clusters
using LLMs has revealed both advantages and challenges. Our study uses eight general-
purpose LLMs and two table-generation LLMs to create synthetic datasets that mimic
real operational data. RoBERTa-Large, GPT-2, and REaLTabFormer particularly excel
in capturing complex patterns and variability in job execution data, showing low DCR
values. However, MLE evaluations indicate that while the LLM-synthesized data shows
promise, it does not yet match the utility of real datasets for training models in predictive
tasks.

RQ3: How to design and evaluate LLM-based models to predict the end-state
of the job in HPC clusters? Our research on the application of LLMs to predict end-
states of jobs in HPC clusters reveals significant potential and notable challenges. Among
the evaluated models, GPT-2 demonstrates competitive performance, closely approaching
the results of traditional machine learning models such as Random Forest and XGBoost.
This indicates that LLMs, particularly GPT-2, can adapt effectively to structured data
when appropriately fine-tuned. However, other LLMs, including variants of BERT and
ALBERT, did not perform as well as the traditional models, highlighting the need for more
specialized adaptation techniques. While traditional models, known for their robustness
and efficiency in handling structured data, still lead in performance, the promising results
from certain LLMs suggest the potential for broader applicability with further refinement
and specialized tuning.

5.2 Discussion of Limitations for Each Research Question

In the following, we provide a critical reflection on the constraints and potential areas for
improvement in addressing each research question.

Limitatioins on RQ1 Although we adopt a systematic approach to address RQ1, our
literature review has several limitations. The fast pace of advancements in both LLMs
and HPC technologies means that our findings may quickly become outdated, with new
applications and innovations emerging that were not captured within the timeframe of our
review. Besides, the interdisciplinary nature of the intersection of LLMs and HPC spans
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multiple disciplines, including machine learning and domain-specific applications. This
makes it challenging to fully capture all relevant studies and contextualize them within a
unified framework.

Limitatioins on RQ2 The methodology employed in this study to address the gen-
eration of synthetic job data using LLMs has several limitations. Firstly, the choice of
LLMs and their configurations might not have been exhaustive, and there could be other
models or architectures that perform better in this context. Additionally, the evaluation
metrics, DCR and MLE, while effective, may not capture all aspects of data fidelity and
utility. Other metrics or evaluation techniques might provide additional insights into the
quality of synthetic data. Furthermore, the reliance on a specific dataset from SURFLisa
may limit the generalizability of the findings. The performance of LLMs in generating
synthetic data could vary with different datasets or under different conditions [50].

Limitatioins on RQ3 For the predictive task, this study employs a basic prompt en-
gineering strategy of transforming structured numerical data into textual formats, which
may not preserve all relevant information as effectively as traditional models designed for
such data. This transformation process could lead to the loss of critical nuance, impact-
ing the predictive accuracy. Furthermore, the inherent complexity of LLMs makes them
computationally intensive and resource-demanding, which could limit their practicality in
real-world HPC environments.

5.3 Directions for Future Research

To address limitations and build on current findings, future research could focus on several
key areas. First, expanding the range of LLMs and exploring newer architectures could
provide better performance and more robust synthetic data generation. Second, improving
evaluation methodologies by incorporating additional metrics that assess different aspects
of data quality and utility will provide a more comprehensive understanding of synthetic
data performance. Third, developing more advanced techniques to transform tabular data
into formats that preserve its inherent structure and relationships will be crucial [72].
Fourth, exploring more sophisticated fine-tuning methods and hyperparameter optimiza-
tion can help improve the performance consistency of LLMs. Last, future studies may also
explore hybrid models that combine LLMs with traditional machine-learning techniques
to leverage the strengths of both approaches.

In conclusion, our study has highlighted both the potential and the challenges of em-
ploying LLMs within the HPC domain. Although LLMs demonstrate significant promise
in synthesizing and predicting workload data, bridging the gap between their performance
and that of traditional models requires ongoing advancements in model architecture, train-
ing strategies, and data handling techniques.
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