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ABSTRACT

Over the past decades, datacenters have become increasingly im-
portant—not only for researchers but also for society at large—by
supporting services ranging from websites and video streaming
platforms to, more recently, large-scale Al applications. Conduct-
ing experiments on real-world datacenter infrastructure is often
infeasible due to high costs, limited accessibility, and challenges
with reproducibility. Simulators provide a viable alternative, en-
abling users to evaluate infrastructure and workload configura-
tions with significantly reduced carbon emissions, shorter runtimes,
and lower financial overheads. However, despite the growing sig-
nificance of GPUs in datacenter hardware, their representation
in simulation tools remains inconsistent or entirely absent. This
study presents a systematic literature review focused on how GPUs
are modelled within datacenter simulators. By identifying exist-
ing tools, this work explores their underlying design decisions
and evaluates the extent to which GPUs are represented in de-
tail. Following a structured methodology, over 300 publications
were screened using a combination of keyword-driven and semi-
structured search strategies, from which seven simulators were
selected for in-depth analysis. Our findings reveal that GPU mod-
elling approaches vary widely across simulators. Some frameworks
treat GPUs as near-autonomous subsystems, while others simplify
them to CPU-like abstractions. Although the number of identified
simulators is relatively small, the results highlight considerable
diversity in simulator objectives, modelling granularity, and simu-
lation techniques—ranging from binary indicators to sophisticated
architectural representations. This review offers valuable guidance
for developers seeking to incorporate GPU-aware functionality into
simulators, and for researchers aiming to navigate the design trade-
offs inherent in existing simulation frameworks. For researchers,
this review provides a comprehensive overview of identified GPU
use case, challenges related to GPU integration in datacenter, and
which challenges have not been addressed in simulators.

KEYWORDS

Systematic Literature Review, GPU Modeling, Datacenter Simula-
tion, Cloud Simulators, HPC Simulation, Heterogeneous Resources,
Performance Modeling

1 INTRODUCTION

With announcing the digital decade policy program, the European
Union(EU) has acknowledged the vital role of ICT in general, and
datacenters in particular. Besides strengthening the digital skills
of the population and extending the network infrastructure, the
EU focuses on datacenter-specific aspects, such as climate-neutral
edge-datacenters, use of Al, cloud and big data by European com-
panies and offering all public services online [5]. To achieve these

goals datacenters are required to process and store the data needed
for this digitization process. But not only in the future but already
now are datacenters a vital for media and entertainment, cloud
service providers and training and usage of artificial intelligence.
[19] These services and applications place datacenters in the front
row of energy consumption, with a consumption of about 4% of the
global electrical energy, with peak power demands of 7.4 GW in
2023. On top of the concerning use of energy are the CO2 emissions,
from producing and operating ICT infrastructure. [19]

Datacenter simulators serve as indispensable tools for modelling
and analysing the performance of datacenter architectures and
operations. These simulators typically encapsulate core compo-
nents such as networking, storage, compute, and security within a
software-defined framework, abstracting them from physical hard-
ware. This abstraction enables researchers and engineers to explore
a wide range of configurations and workloads without the con-
straints of physical infrastructure, thereby facilitating the evalua-
tion of emerging technologies and operational strategies [23, 62].

The advantages of employing datacenter simulation are substan-
tial. Running experiments on real-world infrastructure expensive,
time-consuming and create environmental impact, even though
they are producing the results closest to reality. Additionally, are
they not equally accessible for everyone. Simulation, on the other
hand, offers a controlled environment for testing. Datacenter simu-
lation supports scalable experimentation involving large numbers
of jobs and machines, enabling rapid what-if analyses that inform
both design and operational decisions. Simulation also plays a valu-
able role in education and the training of future professionals in
the field [62]. Datacenter simulation provides critical insights into
energy efficiency, load balancing, and resource allocation—factors
essential for optimizing performance and reducing operational ex-
penses [11, 83].

As modern datacenters increasingly accommodate computa-
tionally intensive workloads, the demand for high-performance
hardware has intensified. Graphics Processing Units (GPUs) have
emerged as key accelerators for tasks requiring extensive paral-
lelism, including artificial intelligence (AI), machine learning, high-
performance computing (HPC), and large-scale simulations. In con-
trast to Central Processing Units (CPUs), which are optimized for
sequential execution, GPUs are designed to excel at parallel process-
ing, making them particularly effective for data-intensive applica-
tions [61]. This paradigm shift has led to the widespread integration
of GPUs in cloud computing environments, where they significantly
enhance performance across domains ranging from deep learning
inference to scientific modelling [55].
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The increasing reliance on GPUs in datacenter infrastructures
presents both opportunities and challenges. While GPUs provide
substantial acceleration for parallelizable workloads, their inte-
gration necessitates careful consideration of power consumption,
memory architecture, and data transfer bottlenecks [43]. Contempo-
rary GPU architectures, such as NVIDIA’s Volta and Ampere series,
emphasize advancements like high-bandwidth memory (HBM) and
tensor cores to improve computational efficiency [71]. However,
fully leveraging their potential requires addressing issues related
to workload scheduling, interconnect bandwidth, and coordination
across heterogeneous CPU-GPU systems. Efficient GPU utilization
is therefore critical for minimizing operational costs and energy
usage, making it a central concern in modern cloud infrastructure
design [95].

In light of the increasing complexity of datacenter workloads
and the pivotal role of GPUs in accelerating computation, it is
imperative to examine their impact on datacenter performance
and resource management. Datacenter designers, operators, and
researchers need tools for optimizing, developing new approaches
and generally understanding datacenters. Simulation is part of that
tool set to help stakeholders achieve their goals. This study aims
to investigate how GPUs are integrated into datacenter simulators.
To this end, a structured, keyword-based literature review was con-
ducted to identify and categorize existing design approaches for
GPU-enabled datacenter simulators.

The remainder of this paper is structured as follows: Section 2
provides general background information on GPU technologies.
Section 3 outlines the study design, including the research questions
and methodology. The results are presented in two sections. Section
5 provides an overview of the identified simulators, their design
approaches and their perspective on GPUs. The open challenges
that have been observed during this literature survey are described
in section 6. Section 7 situates this study within the context of
existing literature.

2 BACKGROUND

This section provides information about datacenter simulators their
overall architecture, benefits, and components. Further, a foun-
dational overview of Graphics Processing Units (GPUs) is given,
covering their historical evolution, architectural structure, process-
ing pipeline, and virtualization techniques. The goal is to establish
a shared understanding of GPU concepts relevant to this study.
Finally, a small comparison to CPUs is made.

2.1 Datacenter Simulator

Datacenter simulators have become indispensable tools for the
design and evaluation of cloud computing environments. These
tools enable researchers and practitioners to investigate the perfor-
mance, efficiency, and scalability of datacenter architectures and
management policies without the prohibitive cost and complex-
ity associated with deploying real-world infrastructures [10, 16, 62].
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Contemporary datacenter simulators predominantly employ
discrete-event simulation (DES) as their underlying methodology. In
DES, system behaviour is modelled as a sequence of discrete, time-
stamped events, thereby enabling efficient simulation of large-scale
systems [62]. Simulator architectures typically encompass represen-
tations of physical infrastructure (e.g., servers, racks, switches), vir-
tualized resources (e.g., virtual machines, containers), and application-
level workloads. A generic model is depicted in figure 1. For in-
stance, platforms such as CloudSim and OpenDC adopt a hierarchi-
cal modelling approach, where physical hosts manage virtualized
components that in turn execute user-defined tasks [10, 62].
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Figure 1: "Generic model for datacenter operation.” [62]

The primary motivation for utilizing simulation lies in its ability
to support the design, testing, and optimization of cloud systems in a
flexible and cost-effective manner. Datacenter simulators are widely
used for evaluating resource scheduling and allocation strategies, in-
vestigating energy-aware provisioning techniques, analysing work-
load behaviours, and conducting capacity planning studies under
varying operational scenarios [10, 16]. Furthermore, simulators
provide a controlled environment conducive to reproducible experi-
mentation and serve as valuable pedagogical tools in both academic
and industrial settings [62]. Different implementations of datacen-
ter simulators - or in the case of CloudSim its extensions - focus
on different aspects of datacenters. So provides CloudSim a gen-
eral cloud datacenter implementation, with CPU and memory [17].
CloudSim’s extension NetworkCloudSim implements Networking
capabilities for Datacenters [28]. GreenCloud also simulates net-
working in a datacenter environment, with the additional focus
of energy-awareness [47]. secCloudSim focuses on security in the
cloud, in particular authentication [76], which is, in fact, an exten-
sion of the iCanCloud simulator [67].
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Simulation offers several advantages over analytical modelling
and real-world experimentation. First, it significantly reduces the
financial and operational costs associated with deploying physical
test beds, particularly when exploring large-scale scenarios. Sec-
ond, it enhances experimental reproducibility by allowing users to
replicate simulation runs under identical input conditions. Third,
it enables scalability by supporting the modelling of vast datacen-
ter topologies and high volumes of concurrent workloads, which
could be achieved with analytical models, but not with real-world
datacenters. Fourth, simulators offer a high degree of flexibility,
allowing for rapid prototyping and evaluation of alternative archi-
tectures or policy configurations. Finally, simulation can offer a
higher flexibility, with the ability to highlight different aspects of
datacenters and combine them, which is more difficult to achieve
in analytical modelling. [62]

Simulation models employed in datacenter simulators differ
based on their level of abstraction and specific application purposes.
A significant number of these simulators utilize discrete-event sim-
ulation, wherein system changes are represented as a sequence of
events occurring between components over time. The discrete na-
ture of this approach assumes that no changes occur between two
successive events[62], in contrast to continuous simulation models,
which presume ongoing change over time. One possible explanation
is the discrete nature of the sampled data that has been obtained
from real-world datacenter. Discrete-event simulation is adopted by
simulators such as CloudSim [17], OpenDC [62], and Het-Sim [41],
among others. Alternative modelling approaches include analytical
models, which abstract the simulation into mathematical formula-
tions; this technique is employed by, for example, MERPSYS [22]
and PyPassT [68].

The network model captures the communication behaviour be-
tween simulated components. Simplified models treat bandwidth
as a static, shareable resource, while more elaborate simulators
incorporate datacenter network topologies (e.g., fat-tree, Jellyfish)
and routing strategies. These models are essential for analysing
congestion and identifying communication bottlenecks [10].

Resource scheduling and load balancing policies play a critical
role in simulation accuracy. Simulators typically include built-in
policies such as time-shared and space-shared scheduling, and of-
ten support user-defined extensions. These mechanisms determine
how virtual machines and tasks are mapped to physical resources,
influencing key performance metrics such as latency, throughput,
and energy consumption [16].

Workload representation in simulations can be based on syn-
thetic models or real-world traces. Common workload parameters
include task arrival rates, resource demands, duration, and spatial
or temporal distributions. Some simulators, such as CloudAna-
lyst, support the modelling of geographically distributed users and
time-varying usage patterns, which are particularly relevant for
web-scale applications [16].
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2.2 GPUs

Graphics Processing Units (GPUs) have evolved from dedicated
hardware for rendering graphics into powerful accelerators for high-
performance computing (HPC) and artificial intelligence (AI). Their
inherently parallel architecture makes them particularly well-suited
for data-intensive workloads, outperforming traditional Central
Processing Units (CPUs) in many computational scenarios [61, 69].

In the earliest stages of GPU development, the primary function
of graphics processors was limited to rendering basic graphical
elements such as dots and lines. Foundational concepts like ver-
tex transformation and the graphics pipeline emerged during this
period. Over the course of roughly six evolutionary phases, GPU
programmability has increased significantly. A major milestone
occurred in 1999 with the release of the Nvidia GeForce 256, the
first configurable GPU. The introduction of APIs such as DirectX
simplified development, shifting from hardware state modelling
to programmable shaders. This marked the transition from fixed-
function to fully programmable hardware, leading to the emer-
gence of specialized processors for tasks such as audio and video
(de)compression. According to Peddie et al., the current era is de-
fined by the use of mesh shaders, which integrate multiple shader
types into a unified shader architecture, emphasizing their individ-
ual strengths [69].

The GPU processing pipeline consists of several stages. Initially,
data is transferred from the system’s main memory into the GPU’s
memory. This is followed by the execution of kernels—small pro-
grams that run concurrently across thousands of cores. Threads are
distributed to cores, and data flows through the hierarchical mem-
ory structure. Upon completion, the processed data is transferred
back to the system’s main memory [55].

Terminology for GPU components can vary across different
frameworks [55, 69]. This study adheres to the terminology used
within the CUDA programming model for consistency. Despite the
diversity in nomenclature, GPU architectures generally follow a
hierarchical structure, as illustrated in Figure 2.

Cores
Shaders
Processor element (PE)
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Figure 2: Structured GPU component overview [69]

313
314
315
316
317
318
319
320
321
322
323
324
325
326
327
328
329
330
331
332
333
334
335
336
337
339
340
341
342
343

345

366
367
368
369
370
371
372
373
374
375
376
377
378
379
380
381
382
383
384
385
386
387
388
389
390
391
392



393
394
395
396
397
398
399
400
401
402
403
404
405
406
407
408
409
410
411
412
413
414
415
416
417
418
419
420
421
422
423
424
425

427
428
429
430
431
432
433
434
435
436
437
438
439
440
441
442
443
444
445
446
447
448
449
450

Literature Survey - AtLargeGroup, 2025, Amsterdam, Netherlands

At the highest level of abstraction in CUDA, the grid represents
the complete problem space, composed of multiple blocks. Each
block contains a group of threads and is independently assigned
to a Streaming Multiprocessor (SM). Within an SM, threads from
a block are executed in parallel. SMs consist of cores that are or-
ganized into groups of 32 threads called warps. A warp executes
the same instruction across different data points simultaneously.
Threads are mapped to individual cores, which represent the funda-
mental computational units of the GPU [55]. An overview of GPU
components is shown in Figure 3.

GPU-to GPU links

P
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Display

<TOEmMET OmMO-<
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"g?g:’;ifr" Video processor & CODEC

PCle to system

PC system

Figure 3: Component overview of a GPU [69]

Similar to computational units, the memory architecture of a
GPU is also hierarchically organized. At the top of the hierarchy is
global memory, which serves as the GPU’s main memory. It has a
large capacity and high latency, and is accessible by all threads. It
is typically used for storing large datasets shared across the entire
GPU. The next tier is shared memory, which is faster and lower
in latency. It is accessible to all threads within the same block and
facilitates intra-block communication and temporary storage dur-
ing computation. At the lowest level are registers, which are the
fastest memory units and are private to individual threads. If the
required data exceeds the capacity of registers, local memory is
used instead. Local memory is slower than registers but faster than
global memory [55].

Cloud computing relies heavily on virtualization to enable re-
source sharing across users [95]. Various techniques have been de-
veloped to support GPU virtualization in cloud environments. One
approach is full GPU pass-through, where an entire physical GPU
is allocated to a single virtual machine (VM) or container. Another
technique involves software-based sharing of a single physical GPU
among multiple VMs or containers. A third method, introduced by
Nvidia, employs hardware-assisted separation, enabling a physical
GPU to be partitioned into multiple isolated instances capable of
running distinct workloads concurrently.

Niels Thiele

2.3 CPUvs. GPUs

The main difference between a CPU and GPU lies in the purpose
of use, as well as in the design philosophy. CPUs are designed to
support a large range of tasks and have a more general purpose.
Typically, they sequentially execute multiple tasks, ranging from
running an operating system process, executing complex logic,
managing input and output operations, and processing everyday
applications, such as web browsing [55].

The vendor- and design-generation-independent architecture of
CPUs, consists of various components. A control unit (CU) orches-
trates the functioning of the CPU. The memory of the computer,
the arithmetic/logic unit (ALU), and input and output devices are
given the instructions by the CU. The ALU performs the operations
that are of arithmetic or logical nature. To temporarily keep data
and instructions within the CPU, small and fast storage is used, the
so-called registers. Frequently accessed data and instructions are
kept within the cache. An overview can be seen in figure 4

ALU ALU ALU
Control
ALU ALU ALU
10 Cache

Figure 4: High-level CPU architecture overview[55]

GPUs come generally in one of the two following flavours, inte-
grated or discrete. Integrated GPUs are within the same die as the
CPU, and access the same RAM as the CPU. They come at the cost
of fewer cores and therefore less computation power, compared to
a discrete GPU. An architecture overview can be seen in figure 5.
Discrete GPUs are connected via PCle to the CPU and have their
own main memory. [30]

As aforementioned, is the architecture of a GPU built around
the philosophy of a high degree of parallelism, by employing many
cores with fewer capabilities.
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Figure 5: "Architecture of an integrated GPU" [30]

3 STUDY DESIGN

This systematic literature review adopts the methodology proposed
by Carrera-Rivera et al. [18]. The process involves formulating
research questions, identifying appropriate keywords and their syn-
onyms, constructing search queries, and gathering sources from
selected academic libraries. Inclusion, exclusion, and quality assess-
ment criteria are defined to filter the results. Due to the limited
number of relevant studies retrieved in the initial iteration, an
additional semi-structured search was conducted. The extracted
information is subsequently analysed and presented, structured
according to the individual research questions. The details of each
methodological step are described in the following subsections.

3.1 Research Questions

This literature review seeks to address the following research ques-
tions:

RQ1 What are the primary application domains and com-
putational use cases of GPU deployment in datacen-

ters, and what operational and computational challenges

do they introduce?

RQ2 Which existing datacenter simulators represent GPUs
as resource, and what aspects do they cover?
This primary research question is answered by identifying
and characterizing relevant simulators, including their in-
tended use cases and the terminology they employ. To nar-
row down the general question of modelled aspects, the
following questions are stated:

RQ2.1 What is the intended use case of the Datacenter simulator?
What terminology is introduced? What is the Architecture
of the Simulator?

RQ2.2 Which simulation approach is used for the Datacenter sim-
ulator? In which format is the input provided for the simu-
lation?

RQ2.3 To what level of detail are GPUs modelled as infrastructure
components, and how are they integrated into the simulation
process?

RQ3 Which operational and computational challenges in-
troduced by GPU use are not yet fully addressed by
current datacenter simulators?
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The goal of this research questions is to disclose aspects of
present challenges, that can be filled in future works.

3.2 Search Strategy

To capture the state of the art in this domain, various literature
search techniques are available, including snowballing, systematic
mapping, undirected search, and systematic literature review (SLR)
[18, 46]. While undirected and snowballing approaches can be ef-
fective, they often lack structure and reproducibility, increasing the
risk of missing relevant publications. In contrast, a systematic liter-
ature review ensures a transparent, repeatable process and helps
mitigate these issues [65]. For this literature survey, a mixed ap-
proach has been chosen. First a systematic literature review was
conducted, then a semi-structured, snowball-like second search was
executed.

For this study, the Article Information Parser (AIP)l, developed
by the AtLarge Research Group? at VU Amsterdam, was employed
to ensure reproducibility. AIP integrates data from DBLP [4], Seman-
tic Scholar [7], and AMiner [2] into a unified PostgreSQL database
[1].

The SQL search query, shown in Figure 6, retrieves the title,
the abstract, the venue, and the year the article was published in,
and the DOL The results are then joined with the colon-separated
list of authors of the article. To narrow down the search results, a
filter was constructed by using relevant keywords derived from the
research questions in the ‘WHERE' clause. These keywords, reflect
different datacenter applications combined with simulation-related
terms. They cover different aspects of datacenter use cases, such as
cloud, grid and high-performance computing or plainly datacenter
and simulation. To cover a broad spectrum of terms simulation,
simulator and their related forms are abbreviated to "simulat", to
perform a substring match. It was also attempted to cover different
spelling variations of the other keywords.

A relevance score is computed based on the presence of tar-
get keywords in the title and abstract, prioritizing GPU-related
works. If the title or abstract includes the terms "GPU modelling" 3
points are assigned, while for only mentioning "GPU" in the title
2 points are assigned. 2 points were also given for "heterogenous
computing”, "heterogenous resources", "accelerator-aware", "GPU",
"graphics processor" or "graphics processing unit" in the abstract.
If the title matches "data_center_simulat" or "cloud%sim" - where
the underscores mask one character and the percent symbol any
number of characters - then 1 additional point is given. The results
are ordered by the descending relevance score.

The query also calculates a relative citation index (total citations
divided by publication years) to measure a publication’s academic
impact. To supplement citation data missing from the AIP dataset,
values were retrieved via the Crossref API® using a custom Python
script, available on GitHub®.

Uhttps://github.com/atlarge-research/AIP
Zhttps://atlarge-research.com
Shttps://api.crossref.org/swagger-ui/index.html#/Works/get_works
“https://github.com/noleu/literature_study
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WITH author_agg AS (
SELECT app.paper_id, STRING_AGG(a.name, ', ') AS authors
FROM author_paper_pairs app
JOIN authors a ON app.author_id = a.id
GROUP BY app.paper_id)
SELECT
p.title,
p.abstract,
p.venue,
p.year,
p.doi,
aa.authors,

0 as relative_citation_index,

(CASE
WHEN p.title ILIKE '% GPU modeling%'
OR p.abstract ILIKE '% GPU modeling%' THEN 3
WHEN p.title ILIKE '% GPU%'
OR p.title ILIKE '%heterogeneous computing%'
OR p.abstract ILIKE '%heterogeneous computing¥%'
THEN 2
WHEN p.abstract ILIKE '%accelerator-aware%'
OR p.abstract ILIKE '%heterogeneous resources%’
THEN 2
WHEN p.abstract ILIKE '% GPU%'
OR p.abstract ILIKE '%graphics processor%’
OR p.abstract ILIKE '%graphics processing unit%'
THEN 1
else 0
END +
CASE
WHEN p.title ILIKE '%data_center_simulat%' THEN 1
WHEN p.title ILIKE '%cloud%sim%' THEN 1
ELSE @
END
) as relevance_score

FROM publications p
JOIN author_agg aa ON p.id = aa.paper_id
WHERE p.year >= 2015
AND (
(p.title ILIKE '%data_centre_simulat%'
OR p.title ILIKE '%data_center_simulat%'
OR p.title ILIKE '%cloud_simulat%'
OR p.title ILIKE '%cloudsim%’
OR p.title ILIKE '%cloud_computing_simulat%'
OR (p.title ILIKE '%grid_computing_simulat%'
OR p.title ILIKE '%grid_compute_simulat%')
OR p.title ILIKE '%
high_performance_computing_simulat%’
OR p.title ILIKE '%HPC_simulat%')
)
ORDER BY relevance_score DESC;

Figure 6: SQL Query used to identify relevant literature.
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In addition to the structured AIP-based search, a semi-structured
query process using Google Scholar® was conducted. A prelimi-
nary list of datacenter simulators was assembled based on prior
literature reviews [44, 63, 64, 79, 96] and simulators identified in
prior work as candidates for GPU integration [31, 42, 45, 77, 101].
For each simulator, Google Scholar was queried using the format
"$NAME_OF_SIMULATOR" GPU, replacing $NAME_OF _SIMULATOR
with the simulator’s name (e.g., CloudSim, PICS). The first page
of results for each query was reviewed to identify any additional
relevant publications.

A second snowballing-based search has been conducted to an-
swer research question RQ2. With the use of Google Scholars cited
by function, follow-up articles were identified and their content
scanned. Articles that are not using the simulator were then not fur-
ther considered. This search was conducted, to identify topics that
had not been covered in the article introducing the simulator. The
articles found in this search are not accounted for in the statistics.

3.3 Selection Criteria

To ensure high quality and relevance of the included studies, the
following inclusion and exclusion criteria were applied:

I1 The abstract indicates that the study implements or models
GPUs in a datacenter/cloud/grid/HPC simulator or explores
GPU-related aspects such as power consumption or compu-
tational performance.

I2 The full text contains evidence of datacenter simulations
incorporating GPU-enabled infrastructure.

E1 Studies that are not peer-reviewed (e.g., preprints) are ex-
cluded to maintain quality standards.

E2 Publications not in English or German are excluded due to
time and accuracy constraints related to translation.

E3 Duplicate entries across the datasets are removed.

E4 Studies focused solely on other datacenter topics (e.g., VM mi-
gration, load balancing) without specific reference to GPUs
or heterogeneous resources are excluded.

E5 Studies published before 2015 are excluded, as 10 years of
publication time are sufficient to cover state-of-the-art im-
plementations, and pioneers of the field.
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3.4 Data Extraction

The selection and screening process was conducted in multiple
rounds:

(1) Initial filtering: The AIP database was queried, and relative
citation indices were computed. Articles with a relevance
score of 0 were discarded.

(2) Abstract screening: Remaining articles were screened based
on their abstracts. Articles that clearly did not meet the inclu-
sion criteria were excluded. Ambiguous cases were marked
for further review.

(3) Full-text screening: For articles flagged as undecided, a
more detailed skim of the full text was performed to deter-
mine inclusion.

(4) Semi-structured search: Articles identified via the Google
Scholar search underwent the same abstract and full-text
screening procedure.

(5) Data synthesis: The content of the included studies was
summarized, and key findings were extracted and catego-
rized by research question.

Table 1 summarizes the number of articles retained and excluded
at each stage of the screening process. Initially, the AIP dataset
contained over 18 million entries. After filtering out duplicates and
irrelevant entries (e.g., those with a relevance score of 0), abstract
and full-text screening reduced the dataset to three selected articles.
The semi-structured search added three more, bringing the total
to six. Across all search iterations, approximately 500 article titles,
abstracts, and previews were reviewed for potential inclusion. The
articles that have been rejected, mostly matched the exclusion
criteria E4, covering datacenter simulation, however a different
aspect.

l Phase H Rejected [ Undecided [ Selected ‘
Abstract Screening 185 96 2
Full-Text Screening 280 0 3

Table 1: Selection status at the end of each screening round.

Only for the articles about Cloudy [86], GPUCloudSim [85],
Het-Sim [41], and MERPSYS[22] could follow-up work be found.
The search for GPUCloudSim, revealed 32 citations of the origi-
nal work, Het-Sim has 2 citations, and MERPSYS has 40 citations.
While reading the articles it became clear, that 1 citation accounted
for GPUCloudSim, actually uses Cloudy. Summarizing work such
as reviews and surveys were not included in the data extraction
process.
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4 GPUS IN DATACENTER AND THEIR
OPERATIONAL AND COMPUTATIONAL
CHALLENGES

This section of the literature survey covers the answers to Research
Question RQ1 "In which scientific and industrial domains are GPUs
deployed within datacenters, and what computational problems do
they address?". In the first section, we discuss application domains
in which GPUs play an important role. In the second half of this
section, the operational and computational problems arising from
the use of GPUs in datacenters will be discussed.

4.1 Applications of GPUs in Datacenters
Across Domains

Graphics Processing Units (GPUs) have become indispensable in
modern datacenters due to their massive parallelism and perfor-
mance benefits across a diverse array of workloads. Their adoption
spans several critical domains, from research applications, such
as mathematical simulation, to user-facing applications such as
media streaming. In this subsection of the literature survey, these
application domains are discussed in more detail.

4.1.1 Deep learning and Al. GPUs have become indispensable in
Al workloads, particularly for accelerating both the training and
inference phases of deep learning (DL) models. During the train-
ing process, DL models undergo iterative computations involving
forward and backward propagation, as well as parameter updates,
which are inherently parallel and computationally intensive. GPUs
are well-suited for such operations due to their high throughput
capabilities and support for distributed training schemes, such as
PyTorch’s ‘DistributedDataParallel’ and TensorFlow’s ‘MultiWork-
erMirroredStrategy‘ [100]. To reduce training time for large-scale
datasets and complex architectures, training workloads are typically
deployed across multiple GPUs. These workloads exhibit distinct
characteristics, including gang scheduling, exclusive resource allo-
cation, and sensitivity to hardware placement—particularly in rela-
tion to interconnect technologies like PCle and NVLink [36, 100]. As
such, GPU-accelerated datacenters enable the efficient development
and deployment of DL models across various domains, including
computer vision, natural language processing, and reinforcement
learning, where resource heterogeneity and communication over-
head significantly impact performance [36].

In the context of inference workloads, GPUs offer the computa-
tional efficiency necessary to meet stringent service-level objectives,
such as sub-100ms response times for real-time applications in per-
sonalized recommendation, facial recognition, and language trans-
lation. Inference tasks are typically latency-sensitive and resource-
light, but must be capable of scaling dynamically in response to fluc-
tuating query loads. To maintain low-latency and high-throughput
operation, inference workloads frequently utilize batching mech-
anisms and performance-aware scheduling strategies. However,
traditional CPU-oriented orchestrators often fail to accommodate
the temporal and resource-specific requirements of GPU-based
inference. Studies have demonstrated that GPU-aware orchestra-
tion layers—such as Knots—can enhance both resource utilization
and energy efficiency by leveraging real-time GPU telemetry and
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topology-aware scheduling decisions [97]. These insights under-
score the critical role of GPUs in ensuring both the computational
scalability of DL training and the responsiveness of Al inference
services.

4.1.2  User Facing Services. GPUs are increasingly deployed in dat-
acenters to meet the performance demands of User-Facing ser-
vices such as real-time translation, voice recognition, and web
search. These services typically involve latency-sensitive deep learn-
ing inference tasks, where the end-to-end response time must be
within strict Quality-of-Service (QoS) targets, often ranging be-
tween 100-300 ms [102]. For example, applications like Apple Siri
or Google Translate rely on deep neural networks (DNNs) accel-
erated by GPUs to provide real-time responses to user queries.
The adoption of GPUs for such services is motivated not only by
their high computational throughput, but also by their ability to
maintain responsiveness under varying workloads. However, these
services tend to follow diurnal usage patterns, leaving GPU re-
sources underutilized during off-peak times. This has prompted
efforts to co-locate user-facing services with throughput-oriented
batch applications to improve resource utilization without violating
QoS constraints [102].

To address the challenges of co-locating such workloads, new
scheduling mechanisms and runtime systems have been proposed.
For instance, C-Laius, a runtime system designed for spatial multi-
tasking GPUs, dynamically allocates “just-enough” computational
resources to user-facing tasks to meet their latency targets while
assigning the remaining GPU capacity to batch jobs. Unlike tradi-
tional time-sharing models that queue tasks sequentially, spatial
multitasking allows simultaneous execution of kernels from dif-
ferent applications. C-Laius predicts task performance, monitors
progress, and reallocates resources at runtime to prevent QoS vi-
olations due to contention for shared resources such as memory
bandwidth and Streaming Multiprocessors (SMs). Evaluation on
NVIDIA RTX 2080Ti GPUs demonstrated that C-Laius could in-
crease GPU utilization by up to 35.9% while ensuring that no QoS
violations occur in multi-tenant scenarios [102]. Similarly, Knots, an
extension of Kubernetes, introduces GPU-awareness in orchestra-
tion by monitoring GPU-specific metrics to reduce queuing delays
and ensure SLA compliance for latency-critical user services [97].

4.1.3  Batch and HPC Simulations. Batch and high-performance
computing (HPC) workloads represent another significant category
where GPUs are extensively utilized in datacenter environments.
These workloads include scientific simulations, weather forecasting,
data analytics, and computational modelling, all of which benefit
from GPUs’ high arithmetic throughput and parallel processing
capabilities. Compared to user-facing services, batch and HPC jobs
are typically throughput-oriented and less sensitive to latency, en-
abling better scheduling flexibility. For example, organizations like
Facebook have built large-scale GPU clusters tailored for machine
learning (ML) workloads, supporting deep neural network training,
gradient-boosted decision trees, and logistic regression tasks [99].
Such systems rely on telemetry and performance profiling tools
to monitor and optimize the execution of resource-intensive batch
jobs at scale.

Niels Thiele

A notable trend in this domain is the use of GPU virtualization to
enhance resource utilization and management efficiency. Technolo-
gies like NVIDIA GRID vGPU and rCUDA allow multiple virtual
machines to share GPU resources either through direct or medi-
ated pass-through, making it possible to consolidate workloads
and reduce idle times [39, 51]. This is particularly advantageous in
HPC settings, where GPU underutilization is a persistent challenge
due to fragmented job resource requirements. Studies indicate that
virtual GPU systems can maintain near-native performance while
enabling features like live migration, suspend/resume, and dynamic
resource allocation. In some experiments, datacenters using vir-
tualized GPUs achieved significant throughput gains and energy
savings, especially when combining long-running batch jobs with
short, opportunistic workloads on the same physical hardware [39].
These advances are pivotal for scaling HPC workloads in modern
cloud and hybrid datacenter environments.

4.1.4  Microservices and Cloud Services. Microservices and modu-
lar cloud services are increasingly leveraging GPUs to accelerate
specific components of complex applications, particularly in media
processing, machine learning inference, and data analytics. With
the shift from monolithic to microservice architectures, cloud ap-
plications are decomposed into smaller, independently deployable
components that can scale and execute concurrently. This approach
aligns well with GPU-enabled spatial multitasking, where multiple
application components share the same GPU through logical parti-
tioning of resources such as Streaming Multiprocessors (SMs) and
memory. For instance, applications like real-time video analytics or
Al-driven content enhancement often consist of chained compo-
nents—decoding, enhancement, and inference—each of which can
be offloaded to the GPU [81]. By assigning GPU compute slices to
individual microservices, platforms can increase throughput while
maintaining responsiveness.

Supporting microservices with GPUs introduces significant sched-
uling and data movement challenges. In synchronous microservice
chains, components depend on the timely delivery of intermediate
results, and inefficient GPU resource sharing can lead to bottlenecks
and queuing delays. To address these issues, recent research pro-
poses dynamic resource management policies that monitor online
performance and adapt GPU allocations in real time. These systems
can categorize components based on workload characteristics and
dynamically reallocate streaming multiprocessors (SMs) to balance
resource utilization and reduce input loss or latency spikes [81].
Complementing this approach, He et al. [33] introduce DxPU, a
disaggregated GPU infrastructure tailored for cloud environments,
which addresses the scalability and flexibility limitations of conven-
tional server-centric GPU deployments. Traditional architectures
statically attach GPUs to host servers, resulting in underutilization
and increased maintenance complexity. DxPU decouples GPU re-
sources from physical hosts by utilizing proxies at the host and the
GPU side, enabling more granular and efficient resource provision-
ing across microservice-based workloads.
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4.2 Operational and Computational Challenges

Even though GPUs bring significant benefit, compared to a CPU-
only approach, through their high degree of parallelization and
throughput, some challenges also arise from the use of them. These
challenges cover the aspects, among others, resource management
and scheduling, power and energy concerns, and fault-tolerance.
In this subsection, the computational and operational challenges,
will be discussed.

4.2.1 Resource Management and Scheduling. Resource manage-
ment and scheduling are significantly more complex for GPUs than
for CPUs due to fundamental differences in architecture, usage
patterns, and orchestration tooling. Unlike CPUs, which are well-
supported by mature schedulers that offer fine-grained resource
allocation (e.g., per-core scheduling), GPUs are typically managed as
coarse-grained, monolithic resources. For instance, schedulers like
Kubernetes and Mesos allocate GPUs at the device level, giving an
entire GPU to a single container or virtual machine regardless of ac-
tual demand. This leads to inefficient utilization, particularly when
the GPU-bound application does not saturate the GPU’s compute
and memory capacity. Furthermore, containers often overestimate
their GPU resource requirements, exacerbating underutilization
and causing queuing delays that impact latency-sensitive workloads
[97].

Another complicating factor is the lack of real-time GPU visibil-
ity and dynamic control in current orchestration systems. While
CPUs benefit from extensive support for metrics such as load, mem-
ory usage, and task affinity, GPUs lack similar integration in con-
tainer orchestrators. For example, Kubernetes does not natively
support preemption or fine-grained load balancing for GPU-bound
tasks, and cannot easily query GPU-specific telemetry like Stream-
ing Multiprocessor (SM) utilization, memory pressure, or PCle
bandwidth consumption [97]. This blind spot makes it difficult
for orchestration systems to schedule GPU workloads intelligently,
especially in environments where GPU and CPU tasks must co-exist
or when different workloads (e.g., batch and real-time inference) are
competing for limited GPU resources. Without GPU-aware sched-
uling extensions or custom resource managers, the system risks
both performance degradation and energy inefficiency.

Simulation-based evaluation can play a vital role in improv-
ing GPU scheduling strategies. By using datacenter simulators
that support GPU modelling, researchers can prototype and assess
alternative resource management policies—such as fine-grained
SM allocation, workload-aware scheduling, or preemption strate-
gies—without risking service disruption or hardware inefficiency.
This enables systematic exploration of how orchestration frame-
works could better accommodate GPU-specific metrics and sharing
mechanisms under varied workload mixes.

4.2.2  Virtualization and Disaggregation. Virtualization and disag-
gregation present more challenges for GPUs than for CPUs due
to architectural and software limitations that hinder flexible re-
source sharing. While CPUs are already well-supported in virtual-
ized environments with fine-grained control over core and mem-
ory allocation, GPUs typically require full-device pass-through
virtual machines, limiting their sharing potential. For instance, in
pass-through mode, a GPU is exclusively assigned to a single VM,
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preventing concurrent use by multiple tenants and leading to under-
utilization [51]. Although mediated pass-through technologies like
NVIDIA GRID vGPU introduce shared access by partitioning GPU
memory and scheduling compute time slices, these solutions are
constrained by static vGPU profiles and limited to one vGPU per
VM. Moreover, the scheduling mechanisms—such as Fixed Share or
Equal Share—lack dynamic adaptability, often resulting in subopti-
mal GPU cycle distribution across workloads [51].

Disaggregation, where GPUs are decoupled from the host server
and pooled for flexible access, introduces further complications.
Traditional PCle-based disaggregation architectures restrict the
scope to rack-scale deployments due to physical cable length and
bandwidth limitations. Emerging solutions like DxPU [33] aim to
overcome these constraints by virtualizing GPUs at the PCle trans-
action layer and enabling datacenter-scale pooling via networked
proxies. However, even these advanced systems face challenges
related to software compatibility, latency overhead, and limited
support for diverse GPU models and frameworks. For example,
while DxPU achieves less than 10% performance degradation in
most cases, maintaining high compatibility across software stacks
(e.g., CUDA, OpenGL) and managing dynamic workload migra-
tions remains difficult. Compared to CPU disaggregation, where
memory and I/O virtualization are mature, GPU disaggregation
demands specialized hardware-software co-design and remains a
nascent but critical area for scaling heterogeneous workloads in
cloud datacenters [33].

Simulators provide a test bed for evaluating emerging GPU virtu-
alization and disaggregation techniques. For example, architectural
trade-offs between pass-through, vGPU, and networked GPU mod-
els can be benchmarked in silico to understand their performance
implications, resource sharing efficiency, and compatibility con-
straints. This is particularly important for early-stage solutions like
DxPU, where real-world deployment remains complex and costly.

4.2.3 Sustainability. The integration of Graphics Processing Units
(GPUs) in datacenters has significantly influenced the sustainability
profile of these facilities. As GPU-intensive workloads—particularly
those in AI and high-performance computing—proliferate, they
drive up energy consumption dramatically. Studies show that Al
racks powered by GPUs can consume nearly seven times more
electricity than their CPU-based counterparts, leading to substan-
tial increases in heat generation and cooling demands [20]. This
elevated thermal output, if not addressed through advanced cooling
strategies, exacerbates operational inefficiencies and contributes
to higher carbon footprints. Consequently, the adoption of energy-
efficient cooling technologies such as direct-to-chip and immersion
cooling is essential to mitigate environmental impact, especially in
facilities running large-scale Al operations [52].

Beyond electricity usage, GPU-driven datacenters also pose chal-
lenges to water sustainability. Traditional cooling systems often
rely heavily on water, making datacenters significant contributors
to local water stress. However, innovations such as hybrid air-liquid
cooling and the use of non-potable water sources (e.g., seawater)
offer promising solutions. For example, studies demonstrate that
facilities employing seawater-based cooling can maintain a Water
Usage Effectiveness (WUE) of 0, essentially eliminating potable
water consumption for cooling purposes [52]. These developments
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are crucial as the sector seeks to align with global climate goals
and regional regulations aimed at reducing both greenhouse gas
emissions and water consumption. Overall, the environmental im-
plications of GPU adoption in datacenters underscore the need for
integrated sustainability strategies that address both energy and
water usage holistically.

Sustainability strategies can be validated through simulation
before real-world implementation. Datacenter simulators allow
modelling the power consumption and cooling requirements of
various GPU deployment configurations. They can also incorpo-
rate cooling system models to evaluate how different strategies
(e.g., immersion vs. direct-to-chip cooling) impact the datacenter’s
energy usage and water footprint, offering valuable insights for
environmentally informed infrastructure planning.

4.24  Power and Energy Efficiency. The integration of GPUs in dat-
acenter deployments amplifies the importance of power and energy
efficiency, especially when compared to CPU-only systems. This
is primarily due to the substantially higher power consumption
and thermal output associated with modern GPUs. For instance,
contemporary GPUs such as the NVIDIA GA100 and GV100 can
consume up to 500W, and even more advanced models like the H100
can reach thermal design power (TDP) levels of 10.2 kW, signifi-
cantly exceeding that of most CPUs [13, 94]. These elevated power
demands challenge the capacity of existing cooling and power dis-
tribution infrastructures, especially in high-density deployment
scenarios typical for large-scale inference workloads. Moreover,
energy inefficiencies translate into increased operational expenses
and infrastructure stress, necessitating advanced scheduling and
resource management techniques that explicitly consider thermal
and power profiles [94].

Additionally, the interplay between GPU power consumption
and operational reliability further underscores the criticality of
energy-aware design. Studies have shown that higher GPU power
consumption correlates with increased temperatures and elevated
soft-error rates, particularly in large-scale, long-running scientific
computations [66]. Unlike CPUs, GPUs often exhibit greater ther-
mal variability and shorter retention in thermal equilibrium states,
leading to frequent transitions between thermal extremes and mak-
ing them more sensitive to inefficient power management. This not
only affects system stability but can also degrade performance due
to thermal throttling and error correction overheads. Consequently,
effective energy efficiency strategies for GPU deployments must ad-
dress not just power draw, but also the dynamic thermal behaviour
and its impact on performance and reliability [13, 66].

Simulated environments help quantify and mitigate the energy
inefficiencies introduced by GPU deployments. By modelling GPU
power profiles, workload characteristics, and thermal behaviour,
simulations can guide energy-aware scheduling and provisioning
strategies. Furthermore, what-if analyses can be conducted to as-
sess the trade-offs between performance and power draw across
different hardware and workload configurations.

4.2.5 Data Transfer and Memory Management. Data transfer and
memory management are more problematic with GPUs than with
CPUs primarily due to the separation between host (CPU) and
device (GPU) memory and the overhead incurred during data move-
ment over the PCle bus. In GPU-accelerated applications, especially
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in microservice architectures, components often need to exchange
intermediate data, which requires frequent and costly transfers be-
tween CPU and GPU memory. This overhead becomes particularly
significant in synchronous microservice-based applications where
downstream components must wait for upstream results before
proceeding. The latency introduced by these transfers can degrade
the overall application throughput and response time, especially
when GPU memory is not efficiently reused or shared [81].

To mitigate these issues, recent research proposes shared memory-

based data exchange and kernel execution overlap to reduce PCle
congestion and enhance performance. For example, in microservice-
based object detection pipelines, using shared GPU memory instead
of UDP-based inter-component communication has demonstrated
up to 6x improvements in throughput [81]. Additionally, the default
memory management techniques in GPUs often rely on static parti-
tioning or time-sharing, which fails to adapt to varying workloads
with dynamic memory demands. In contrast, CPUs benefit from
unified memory spaces and OS-level paging mechanisms that are
better suited for complex, interdependent applications. The lack of
fine-grained, dynamic memory control in GPU environments limits
the scalability of multi-component applications, emphasizing the
need for enhanced GPU memory management strategies tailored
for modern cloud workloads.

Simulation can reveal the bottlenecks caused by data transfer
between CPU and GPU memory. This allows system designers to
prototype shared memory optimizations, overlapping computation
with data movement, or testing new architectural changes—such
as faster interconnects or memory hierarchies—before committing
to costly hardware changes.

4.2.6 Thermal Instability in GPUs: Operational Constraints and In-
frastructure Implications. The thermal design power (TDP) of GPUs
significantly exceeds that of CPUs, with modern GPUs reaching
700W and nearing 1000W, compared to CPUs at around 500W per
socket [21]. This elevated power density leads to more frequent and
extreme thermal states, creating substantial challenges for datacen-
ter infrastructure. GPUs exhibit faster and more frequent transitions
between hot and normal thermal states than CPUs, resulting in
highly dynamic thermal behaviour that is difficult to manage using
traditional cooling methods [66]. These conditions increase cooling
demands and heighten the risk of thermally induced soft errors and
reduced reliability.

To address these challenges, datacenters are adopting advanced
cooling technologies that go beyond conventional air cooling. These
include direct liquid cooling (DLC) with water or propylene glycol,
single-phase and two-phase immersion cooling, and microfluidic
systems, all offering superior thermal performance and sustainabil-
ity benefits [21, 75]. For instance, cold plate-based single-phase
liquid cooling has demonstrated thermal resistances as low as
0.015°C/W [75]. However, immersion and two-phase systems also
require considerations such as contamination risks and hardware
compatibility. As a result, cooling strategies must not only be effi-
cient but also adaptable to the rapidly shifting thermal demands of
high-power GPU deployments.

Thermal simulation is critical for evaluating cooling strategies
under GPU-intensive workloads. Simulators that incorporate ther-
mal models can be used to predict heat distribution, identify hotspots,
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and test the effectiveness of cooling technologies like immersion
cooling or microfluidic systems. This enables infrastructure en-
gineers to make data-informed decisions without risking service
interruption or hardware degradation.

4.2.7 Fault Tolerance Challenges in CPU-GPU Hybrid Systems.
GPU failures in heterogeneous systems can significantly disrupt
workloads, especially in domains like deep learning and high per-
formance simulations. A failed GPU may crash inference services
or halt distributed training, causing major performance losses and
service level violations due to the GPU’s central role in parallel
processing. CPUs typically cannot compensate for such failures, as
they lack the throughput needed for GPU-accelerated tasks. While
some dynamic load balancing strategies can redistribute tasks, the
performance penalty remains substantial. In contrast, CPU failures
are often less severe in such systems, as other CPUs may take over
control and orchestration duties more easily [56, 57, 98].

Host CPU failures, however, also have a critical impact on GPU
workloads. GPUs rely on the CPU for coordination, data transfers,
and memory management, including page fault servicing in sys-
tems using Unified Virtual Memory (UVM). If the host fails, GPU
execution may stall entirely, regardless of the GPU’s operational
status. Unlike CPU-only systems, which can often recover from
single-node failures using redundancy, heterogeneous CPU-GPU
systems are more fragile because of this interdependence. Even
advanced interconnects like NVLink cannot offset the loss of host-
side orchestration, leading to a complete halt of GPU workloads
[14, 91].

Simulation enables controlled exploration of failure scenarios in
heterogeneous systems. Fault injection models can be used to assess
the resilience of GPU-accelerated workloads to both GPU and host
CPU failures. These simulations help identify failure propagation
patterns, test redundancy mechanisms, and evaluate load balancing
approaches that might be impractical to test in live systems due to
risk or cost.

5 DESIGN OVERVIEW

In this and the next section, the contributions of this study are
presented: the results of the literature review. This section focuses
on answering research question RQ2, describing the different im-
plementations. First, an overview is provided of the selected sim-
ulators, including their intended purposes and a representative
subset of their features. This is followed by a comparative analysis
of their respective simulation approaches and the types of input
data they require. Finally, the level of granularity at which GPUs
are represented and integrated within the simulations is discussed.
A summary of these findings is provided in Table 2.

5.1 General overview of the simulators

Despite the relatively small number of datacenter simulators iden-
tified that support GPU simulation, their respective purposes and
feature sets vary significantly.

The authors of Cloudy [86] recognized a gap in the ease of
integrating libraries for integer linear programming and machine
learning, such as TensorFlow. Given the widespread use of Python
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for such applications [25], it was selected as the language for im-
plementation. Rather than offering detailed implementations for all
simulation aspects, Cloudy provides abstract base classes designed
to be extended by the user. Nevertheless, example and default im-
plementations are available in the public repository®.

Cloudy’s simulation framework combines cloud component mod-
els with system control classes that govern their behaviour. The
App, Container, and Deployment classes represent applications and
their resource demands, while the Controller enforces operational
policies within clusters. Virtual infrastructure is abstracted through
the Vm, Pm, and DataCenter classes, representing virtual machines,
physical machines, and the overall cloud environment, respectively.
User behaviour and service demands are modelled using the User,
Action, and Request classes. System operation and resource man-
agement are implemented via the Os, Vmm, Vmp, and ControlPlane
classes, which coordinate application execution, VM allocation,
placement strategies, and policy enforcement. These components
collectively enable dynamic and adaptable cloud management.

DCSim [35], developed by Hu et al., is designed to study container-
related operations such as request handling, scheduling, execution,
communication, migration, and completion on heterogeneous com-
pute infrastructures. It employs SimPy [6] for discrete-event simu-
lation and Mininet [9] for network emulation.

An architectural overview is shown in Figure 7. DCSim consists
of five core modules: datacenter, network, container scheduling, dis-
crete event driver, and data collection and analysis. The datacenter
module manages hosts and workloads. A workload is defined as a
Jjob with a specified completion time, comprising at least one task.
Tasks are characterized by their resource requirements and may run
across multiple container instances, which may be CPU-, memory-,
or GPU-intensive. Runtime is determined by both instruction exe-
cution and communication time.

The network module utilizes Mininet objects defined by user
scripts, incorporating host, switch, and controller components to em-
ulate virtual network topologies and software-defined networking.
The container scheduling module handles placement and execution
strategies, and includes five predefined scheduling algorithms. The
event driver, based on SimPy, coordinates simulation time and flow,
as further detailed in Section 5.2. Lastly, the data collection and
analysis module logs metrics regarding hosts, containers, network
usage, and events.

®https://github.com/ahmad-siavashi/cloudy
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Simulator Use Case Simulation Workload Level of Reference | Year
Name Approach Input Type Granularity
Python, Integer Number of
Cloudy Linear Programming Event-driven Model-based Instructions: [86] 2023
& Al libraries FLOPS
. . Number of
DCSim Contalngr—Schgduhng Event-driven Trace-based Instructions: [35] 2024
& Simulation
FLOPS
Cores of a Video card,
. GPU-support in . Co-running application
GPUCloudSim Cloud Simulator Event-driven Model-based interference, PCle Bandwidth, [85] 2019
GPU-virtualization-impact
Het-Sim High-level het.e FOBENCOUS | pvent-driven Unclear Numbe‘r of [41] 2018
datacenter simulation Instructions
HPC-/Cluster . Application- Number of Instructions 2017,
MERPSYS Simulation Analytical Model-based per time unit [22,73] 2016
Accurate, Performant,
Scalable, performance . - Number of Instructions
PyPassT ’ Anal 1 Appl - 201
yrass prediction Framework nalytica pplication-based per Cycle & Memory Access (8] 018
for parallel applications
. Special Case of Workload: .
WCSim Workflow of Bags of Tasks Event-driven Trace-based Boolean [26] 2023

Table 2: Summary of the results
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Figure 7: DCSim’s architecture as depicted in [35]

GPUCloudSim [85] extends the CloudSim [17] framework to in-
corporate GPU support in cloud datacenter simulation. The authors
identified a lack of GPU-aware simulators and proposed modular
extensions layered on top of the original Java-based CloudSim im-
plementation, without requiring changes to the base code. Figure 8
visualizes the multi-layered architecture.

The GPUCloudSim layer provides classes for modelling GPU-
enabled infrastructures. The interference layer enables simulation
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of application co-location on GPUs. The performance layer captures
the performance impact of GPU virtualization techniques such as
API remoting, full and para-virtualization, and hardware-assisted
virtualization. Finally, the power-aware layer models GPU energy
consumption. The layers are depicted in figured 8.

~ Power-aware ™~
-
GPUCloudSim ™

e Performance-aware \\

GPUCloudSim b
/’// \\‘\

/ Interference-aware
GPUCloudSim
GPUCloudSim

CloudSim

Figure 8: "GPUCloudSim Architecture. Layers are added
gradually so that a GPU-enabled cloud computing data cen-
ter can be simulated based on research requirements. Upper
layers add new features to lower layers; hence, lower layers
can be used independently from upper layers" [85]
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The main terminology is defined by CloudSim’s architecture,
which is visualized in figure 9. It comprises several fundamen-
tal components: Data Centers, overseeing multiple Hosts (physi-
cal machines) which allocate Virtual Machines (VMs) to execute
computational tasks. VMs host Cloudlets, representing application
workloads, and are managed by VmSchedulers using either space-
shared or time-shared allocation policies. The DatacenterBroker
(Cloud Broker) facilitates VM provisioning and workload distribu-
tion across cloud providers, while the CloudCoordinator manages
inter-cloud federation and resource sharing mechanisms. Addition-
ally, CloudSim integrates a NetworkTopology model to simulate
communication latencies and a PowerModel to assess energy con-
sumption. [17]

User code

Simulation
Specification

lou ser Application
Scenario Requi Configuration

’ User or Data Center Broker ‘

Scheduling
Policy

CloudSim

User
Interface

Cloudlet

Structures
M Cloudet
Services Execution

Virtual
Machine
WM
Management

Cloud W cPU Memory Storage Bandwidth
Services | [_Provisionin: Allocation Allocation Allocation Allocation
Cloud Events Cloud
Resources Handling Sersor Coordinator Deta Center
Network Message delay
e

CloudSim core simulation engine |

Figure 9: CloudSim Architecture Overview [17]

In contrast to previously named simulators, Het-Sim [41] fo-
cuses not on simulating the cloud environment, but a broader dat-
acenter environment. This simulator enables users to model a di-
versity of user requests on hosts with heterogeneous resources on
a high-level. The (theoretical) model on which Het-Sim is based,
starts on the highest-level with a datacenter, containing numbered
rack cabinets with shelves which are numbered as well. Each shelve
contains either a storage unit or a processing unit, each unit is iden-
tified by the tuple of rack and shelve number. A storage unit is
typically a hard disk as permanent data storage. A processing unit
has a type, which is either CPU, GPUs, application-specific FPGA
accelerator, or application specific integrated circuit (ASIC), and
is generally just referred to as accelerators. It manifested that the
majority of processing units are not CPUs, but other types of ac-
celerators. Communication within the datacenter can occur either,
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within the same shelve (direct), the same rack (intra-rack) or be-
tween racks (inter-rack). The bandwidth is assumed to decrease
from direct communication over intra-rack communication and
ending with inter-rack communication. The computational element
of work in Het-Sim is a task. Each task has a type, describing the
work that is done. The type is any of the following: integer com-
puting (INT), floating-point computation which is inefficient on a
GPU (GPU-averse), floating-point computation which is efficient
on a GPU (GPU-Affine), memory-intensive computation (MEM),
I/O-intensive computation (I/O), arbitrary computation suitable for
an FPGA (ARB) or none of it and therefore unspecified (UNSPEC).
A set of typed tasks is a job, which can be scaled across multiple
processing units and is requested by a client. A workload combines
the job attributes with the information of the submitting user, and
the location of the stored input data. A schematic outline of Het-Sim
is given in figure 10.

Tasks queue

runping or cmplt’ed |tasks
- —
"-scheduling

= (o

workload = 2\
description & ’
TeetY

job and task

deployment
description

accelerators: busy on busy

Figure 10: "Schematic outline of Het-Sim" [41]

MERPSYS by Czarnul et al. [22] is the next simulator not focus-
ing on cloud simulation, but in this case, on high-performance com-
puting simulation of parallel applications on large-scale systems,
including systems of Volunteers. Parallel application paradigms
that are supported include Master-Worker, geometric parallelism aka
Single Program Multiple Data (SPMD), and divide-and-conquer. The
main element in MERPSYS is called a Component, and is the base
of all entities. Entities that can be connected, either by network
or system bus, have the base class Connectable. Connectables are
combined into machines or groups, which then form a cluster. A
group is connected through LAN or WAN. Components can also
either be Computational or Storage. Computationals can either be
CPUs, GPUs or Volunteer systems. Storage is either Memory, Disc,
or a DiscArray. Workloads in MERPSYS are generally application
models written in a Java-like language, their details are explained in
subsection 5.2. An overview of the class-diagram selection, can be
seen in figure 11. At least one aggregator with at least one compo-
nent and a network, and a specific computational model is required
for simulation. To simulate the application, it is suggested by the
authors to run a subset on a real cluster to calibrate the computation
model. As a simulation result, the execution time, the consumed
energy and the fault probability are returned.
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Figure 11: Selection of classes in MERPSYS [22]

PyPassT is another simulator not focusing directly on cloud
scenarios, but on simulation of High-performance-computing. The
foundation of the analytical simulation, is OpenACC annotated C-
code, which is then transformed into an PPT application model. To
achieve this, Obaida et al. have extended and then combined several
libraries, such as COMPASS[3] and PPT[8]. With PyPassT it is possi-
ble to simulate different hardware configurations, job scheduling tech-
niques, networking and MPI in the form of network topology and
interference by other applications and rate limiting asbackground
traffic. The actual simulation is then handled by PPT. An overview
of the prediction framework can be found in figure 12, and the
description of model generation can be found in 5.2.

OpenACC Annotated Static High Level
Application Source in C 7| Analysis inline IR
PPT Application
Model < PPT Transform

v

PPT Parallel Architecture |e

« Hardware Config

Interconnection Network « Job Scheduling
Models MPI « Task Mapping
Compute Node Model | Model « Background Traffic
CPU+Memory+GPU

Figure 12: "An overview of PyPassT prediction framework."
[68]
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The main focus of WCSim [26] is to model a specific type of
workload called directed acyclic graph (DAG) of bags of tasks (DoB).
This new workload type combines the attributes of workflow tasks,
with dependencies between them and bags of tasks. The application
was developed under the assumptions that DoBs are launched on
VMs which are owned by Users, which are virtualized on physical
infrastructure. Physical infrastructure is composed of datacenters
being a set of processing servers. Processing servers are connected
by a 2-layer network. The first layer being the connection within a
datacenter and the second layer the connection between multiple
datacenters. Each connection is bidirectional. Further, a processing
server consists of CPU cores, RAM, and storage and can host one or
more GPUs and has an ID. Processing power is defined in "million
instructions per second"(MIPS), memory and storage are measured
in GB. Additionally, are costs associated with a PS for each unit
used by the respective resource. The unitization of a processing
server is divided into 8 brackets, increasing in steps of 25% ranging
from 0 to 200. For each bracket, the percent of simulation time
spent in that utilization bracket is given as output. The bracket (0,
25%] is considered idle time. As aforementioned, are users creating
computational demand through the submission of applications. The
assigned group and priority influence the scheduling decisions for
a user. Groups determine where tasks may be executed, either one
specific VM in one datacenter, marked as the home datacenter,
may migrate their tasks across different datacenters, or may use
cloud bursting. Cloud bursting describes the process of offloading
overloading applications to a public cloud. To use the infrastructure,
the user needs to spend credits stored in their wallet. An excerpt of
the UML class diagram can be seen in figure 13.
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Figure 13: An excerpt of the UML class diagram of WCSim [26]

5.2 Simulator’s control model & Input format

Similar to Gallia in Asterix & Obelix seems, the world of datacenter
simulator ruled by an event-driven simulation approach, with some
strongholds following an analytical approach. More diversity can
be seen other the hand in the matter of how simulation parameters
and especially workload is provided, including various file-formats.

Cloudy utilizes a queue system as the core component of the
simulation. In publish-subscribe-pattern, messages are exchanged
between various components involved in the simulation. The rel-
evance of an event message for a simulation component is deter-
mined by the message’s topic. The topics are concerning requests,
apps, containers, deployments among other things, and can be ex-
tended if required. The simulation input is given purely as python
code, defining physical infrastructure, virtual machines and appli-
cation and how and when they should be scheduled, finished by
the call to simulate the given scenario and report the results. This
model-like input, allows the definition of used threads per appli-
cation and their duration in cycles and giving that application a
name, such as NGINX. VMs have resource requests defined, in the
form of CPUs core, RAM in MB and a GPU compute engines and
memory blocks, and OS. Physical machines are defined with the
same parameters, with the exception that the OS is replaced with a
virtual machine monitor. The Virtual machine placement policy is
attached to the datacenter creation. The example of an input, given
by the authors, can be seen in Figure 14.
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As indicated in, belongsDCSim also to the family of event-driven
datacenter simulators. It consists of 4 key components inherited
from SimPy. The environment, concerned with scheduling processes,
events, the progression of simulation, as well as the advancement
and completion of the simulation. A process implements a simula-
tion model, uses the standard python generator function to yield
events, which blocks the yielding process, until completion of said
event. An event is described as an asynchronous occurrence used
to control the operation, it can only be triggered once. The store
component models producer-consumer-relationships within the
system, helping to maintain dependency relationships. To start a
simulation, the user needs to provide the datacenter configuration,
including performance specification of the hosts, in a CSV format.
Additionally, in an INI format are the workload task flows and
simulation parameters provided. The network is defined in custom
python scripts.

The next event-driven datacenter simulator is GPUCloudSim,
due to the use CloudSim. GPUCloudSim just extends the abstract
class SimEntity, to create additional event-aware classes such as
GPUDataCenter and GPUDataCenterBroker. To model GPU-specific
events, the GPUCloudSimTags is implemented, but not further ex-
plained. GPUCloudSim takes the simulation definition in the form
of code. Neither the CloudSim nor the GPUCloudSim paper pro-
vide any detail about the simulation input, a code inspection of
the GPUCloudSim repository” revealed this detail. In the examples,
a datacenter with hardware specification, including the construc-
tion of videocards in their details. Further, the respective VMs and
Cloudlets are created via looping. Finally, the Simulation is started,
stopped and the cloudlets retrieved for further analysis.

https://git.ceit.aut.ac.ir/lpds/gpucloudsim
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1 app = App(NAME=’Nginx’, LENGTH=(1, 1, 1))

2 vm = Vm(NAME=’WebServer’, CPU=1, RAM=1024, GPU=(2, 2), 0S=0sTimeShared)

3 vm.0S.schedule ([appl)

4 request = Request (ARRIVAL=0, VM=vm)

5 user = User (NAME=’Portal’, REQUESTS=[request])

6 pm = Pm(NAME=’HPE’, CPU=(2, 2), RAM=2048, GPU=((7, 8),), VMM=meSpaceShared)
7 datacenter = DataCenter (NAME=’Tehran’, HOSTS=[pm], VMP=VmpFirstFit)

¢ Simulation (NAME=’Example’, USER=user, DATACENTER=datacenter).run().report()

Figure 14: Example simulation input for Cloudy given by [86]

In figure 15, can the theoretical high-level view of Het-Sim’s
core component be seen, the time machine. While the simulation
is running, events are continuously pushed and popped onto the
queue. These events include the arrival of tasks, the completion of
computation and optionally the current utilisation of the simulated
system. It is mentioned that the simulation input consists of files
describing the workload and the deployment. No further informa-
tion is given on how the input is exactly structured, only that in
the future realistic workload traces should be supported.
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Figure 15: Theoretical model of Het-Sim’s time machine [41]

The simulation model of MERPSYS appears to be extendable via
coefficients in the simulation definition. Further details could not
be found in [22], but in [73]. Generally does, the MERPSYS appears
to be following an analytical approach, rather than an event-driven
approach. The functions compromising the computational model
utilize the number of threads, number of operations and parame-
ters of the hardware involved in the simulation. MERPSYS is used
via a Web application interface, where simulation infrastructure
is defined via a Graphical interface. The workload is defined via
Java-like pseudocode, defining the application model. The code con-
sists of computational blocks and communication blocks. Besides,
not mentioned parameters, are the parameters for the data size,
the computation type, a complexity function based on the input
size, and number of threads or processes used. The communica-
tion blocks can use the methods for point to point, one to one and
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scatter communication, to model communication being similar to
MPI, Hadoop. Different software stacks - such as programming
languages - can be considered in the simulation, by naming them
in the respective blocks.

Just as MERPSYS, does PyPassT not follow an event-driven, but
rather an analytical approach. The computation time is calculated
by addition of instruction execution time and main memory access
timing at one core. The memory access timing is calculated via a
probabilistic state graph, forecast the chances of a code block to be
executed. Communication is included by letting the sending core
sleep for the predicted computation time at the remote core. The
given C source code with openAcc annotations is compiled into
a high-level inline intermediate representation, by static analysis.
The goal is to identify computation blocks, communication blocks,
memory access and GPU operations and model these blocks in
ASPEN(93] code. The ASPEN code consists of blocks which are
defined by flops, loads, stores, other memory operations, and intra-
and internode communication. The abstracted communication is
represented as MPI operations. The abstract code representation is
then transformed into a PPT model via the use of COMPASS++, an
extension of COMPASS to model computation and communication.
How other input, such as infrastructure, is required to be presented
is not further determined.

WCSim does not only close the list of simulators in this lit-
erature review, but also the long list of event-driven datacenter
simulators. The produced events can either be exogenous or endoge-
nous. Exogenous events are provided via the simulation input at
launch time and could be the booting of a processing server or
job submission by a user. The input is provided in 3 different files,
leading to a trace-based approach. All files are CSV-formatted, with
different extensions. The .dob extensions describes the submitted
workload, with an arrival time, the task owner, required resources,
number of tasks in this job, and the number of tasks that need to
be completed before this job can be started. The file with extension
.pas describes the Users during the simulation, their assigned home
datacenter, their group, the time the user will log onto the system.
When a file has the extension .inf, then it describes the infrastruc-
ture during simulation with WCSim. The description contains an
ID, the starting time, a family (of which the meaning is not further
elaborated), and the communication cost to each following instance.
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5.3 Level of Granularity

As the different datacenter simulators vary in their feature sets
and intentions, so does the level of granularity of how GPUs are
considered in terms of hardware simulation. Further, do the simu-
lators differ in how they perceive GPUs, ranging from "yet another
CPU" to "a nearly independent system". Not only the information
provided by the article has been used for this subsection, but also
some code inspection, to clarify details. A high-level overview of
the findings can be seen in figure 16.

DCSim Cloudy
) - GPUCloudSim
‘ WCSim ‘ | Het-Sim ‘ MerpSys PyPassT
1 ] 1 1 H
= = : : ;
v Y
Yet
another Mearly
CPU Indepented
System

Figure 16: Approximate ranking of granularity levels simu-
lating GPUs in datacenter

Similar to the majority of the findings, does cloudy tend to be
closer to the "yet another CPU" end of the range, utilizing the num-
ber of FLOPs of Nvidia A100, the number of compute engines and
the number of memory blocks to define a GPU. A code inspection
revealed?®, that the GPU instructions cycles are not considered, to
determine if a task is finished, This could lead to an inaccuracy
during simulation, if some applications require less CPU cycles
than GPU cycles to complete.

In the summary of related work, it is stated that DCSim uses
FLOPs as the metric for GPU specification. In the evaluation sec-
tion of the same article, the GPU is defined by the number of cores
and a single-digit inter representing the GPU speed. A public code
repository could not be found, but two other simulators with the
same name, one datacenter simulator? and one high-energy physics
workload simulator'?. Therefore, DCSim is placed with uncertainty
on coarse end of simulation granularity, leading to "yet another
CPU".

GPUCloudSim defines one end of the given range of classifica-
tion. GPUs in GPUCloudSim form "a nearly independent system".
On the top abstraction level is a videocard placed, which is the com-
ponent attached to a physical host, via high-speed PCIe. The PCle
connection interface is shared by all videocards which are attached
to the same host. In a video card are one or more GPUs placed.
Multiple Streaming multiprocessors, which are "Single Instructions
Multiple Data" cores, form a GPU. Virtual machines have a vir-
tual GPU (vGPU) attached, they are implemented via CloudSims Pe
class. How the processing power is shared among resident vGPUs is
defined via the implementation of the abstract class VgpuScheduler.

8https://github.com/ahmad- siavashi/cloudy/blob/212b5addbd694edfogb1d8874797e2b4253d9f0/

src/policy/os.py#L15
“https://github.com/digs-uwo/dcsim/tree/master
1Ohttps://github.com/HEPCompSim/DCSim
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Per host exists a VideoCardAllocationPolicy determining the provi-
sioning policy of video cards to vGPUs, this is an abstract class. The
provisioning policy of PCle bandwidth needs to be implemented via
the abstract class VideoCardBwProvisioner. The mapping of vGPUs
onto physical GPUs is determined by implementing a policy in
the abstract class PgpuSelectionPolicy. The virtualization overhead
can be modelled via the PerformanceModel interface, an interface
of a scheduler for this layer is provided via PerformanceScheduler.
Power-awareness of videocard is created via the VideoCardPower-
Model interface. Allocation of processing power in the form of Pe is
defined via the abstract class PeProvisioner. GDDR Ram provision-
ing policies are represented by the GpuGddramProvisioner abstract
class, and how the bandwidth to that GPU memory is allocated
can be provided via GPUBwProvisioner. How vGPUs execute their
tasks is defined with GpuTaskScheduler abstract class. Interference
of co-running GPU tasks, can be modelled by implementing the
Interference model interface. From this high-level description, one
can get an intuition of how many aspects of a GPU are consid-
ered in GPUCloudSim, and how many more ways own models can
be incorporated. Some default implementations for the respective
models and policies have been provided, their details are omitted
in this systematic literature review.

The perspective on GPUs in Het-Sim is on the opposite end
of the spectrum, than GPUCloudSim, and considers GPUs as "yet
another CPU" or as Kanellou et al. call it an accelerator. [41] So
are GPUs defined via their amount of FLOPs, which should be sig-
nificantly higher than of CPUs. The processing speed is the main
factor of determining the completion of a task on a processing unit
and is calculated by the number of operations, that a task requires,
divided by the affinity mapping. The affinity mapping is the number
of operations per time unit an accelerator can perform.

Similar to the majority of simulators, are GPUs not simulated in
great detail in MERPSYS. Given by the general and overview-like
description in [22] and the formulas in [73], is that GPUs are also
seen "yet another CPU". In the given computation model are the
number of instructions multiplied by the time needed to execute a
single instruction. The time per instruction, varies depending on
if less threads than cores are used, with the minimal time. A time
overhead is added if hyperthreading is used, and a linear increase
in time is assumed for each instruction if more threads than cores
are needed. The level of detail in the simulation may vary with the
chosen computational model; however, it is not clear how such a
computational model can be defined. Or if it is pre-defined as the
hardware.

After reading the article about PyPassT the reader was left with
the impression that the usage of GPUs in PyPassT falls close to "yet
another CPU". This impression was created due to displaying the
GPU as an example of an accelerator and not explicitly (enough)
mentioning the difference in treatment of CPUs and GPUs. A code
inspection on the PPT repository!! revealed that the simulation
is actually closer to the end of "a nearly independent system", by

Uhttps://github.com/lanl/PPT/blob/9fd25471a9623f301ab0e15f9459f647cda7d32a/
code/hardware/processors_new.py#L2423
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considering GPU cycles, memory access in the advancement of the
simulation. This allows a (cycle) accurate simulation of the given
parallel application.

In the article of WCSim itself it is mentioned that GPUs are
supported as part of the infrastructure, however an analysis of the
code!? revealed that the GPUs of the simulated infrastructure have
the data type boolean!3. Meaning that the GPUs can be signalled to
be existing, but have no input on the acceleration power, nor on the
advancement of simulation workload. Therefore, is GPU support
in WCSim considered to be not implemented.

6 COVERED AND REMAINING CHALLENGES

This section of the literature study presents the findings related
to Research Question 3, which addresses unresolved challenges in
GPU deployments within datacenter simulations. As outlined in
Section 3, a secondary snowballing search was conducted to identify
articles based on the original datacenter simulator implementations.
This section builds on the challenges identified and discussed in
Section 4.2 in response to Research Question 1. It examines which
of these challenges have already been addressed by the datacenter
simulators identified through Research Question 2 (Section 5). These
addressed challenges are discussed first, followed by the remaining
open problems, each accompanied by a brief motivation.

6.1 Problems Addressed Through Experiments

Section 5 offered an overview of the supported features, intended
use cases, and simulation approaches of the respective datacenter
simulators. This subsection outlines the experiments and use cases
previously explored, hereafter collectively referred to as experi-
ments for simplicity. All articles introducing a datacenter simulator
include at least one experiment, which can generally be classified
into one of three categories: “proof of accuracy”, “comparison to
other simulators”, or “use case demonstration”.

Both MERPSYS [22] and PyPassT [68] fall into the “proof of
accuracy” category. In their respective evaluations, the authors
compare simulation outcomes against results from executing the
same applications on actual hardware. In the case of MERPSYS,
three applications—each representing a distinct parallel program-
ming paradigm—are developed: Master-Worker!4, Geometric Single
Program Multiple Data, and Divide-and-Conquer. The experiment
does not involve GPUs as a hardware component. Obaida et al.
evaluate PyPassT [68] in three steps: firstly, by assessing the sim-
ulator’s accuracy in predicting resource utilisation (FLOPS, loads,
stores) and runtime; secondly, by verifying the simulator’s runtime
prediction in scenarios involving GPU usage; and thirdly, by val-
idating the accuracy of predicted byte transfers for different MPI
commands.

Both Cloudy [86] and WCSim [26] present experiments compar-
ing their simulators to other datacenter simulators. In both cases,

12There was no public repository given in the article, a search revealed nearly identical
repositories from different authors of this study. The newer one has been chosen.
Bhttps://github.com/GersonCavalheiro/WCSim/blob/
d9e32eb36db05fc65e36f31falb00ec97f1613b3/host.cpp#L19

4Name is adjusted
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CloudSim is used as a baseline for comparison—CloudSim Plus for
WCSim, and the original CloudSim for Cloudy. WCSim additionally
includes SimGrid in the comparative analysis. Dos Santos et al.
compare the simulation and execution times of WCSim with those
of other simulators across 100, 1000, and 10000 tasks, executed on
two different hardware configurations. Cloudy evaluates execution
time, CPU utilisation, and memory usage of the host system during
the simulation of an Alibaba Cluster trace. This simulation excludes
GPUs due to the absence of GPU support in CloudSim. It is possible
that GPUCloudSim was not selected for comparison because both
Cloudy and GPUCloudSim were authored by Siavashi et al.

The published introductions of DCSim [35], GPUCloudSim [85],
Het-Sim [41], and WCSim [26] all include demonstrations of use
cases relevant to their respective simulators. Each article compares
various schedulers, including at least one newly adapted variant
of a pre-existing scheduler. These schedulers pursue different opti-
misation objectives, tailored to the intended use case. For example,
DCSim aims to co-locate dependent containers; GPUCloudSim ex-
amines the interaction between GPU and host allocation; Het-Sim
considers task preferences to varying degrees, with one scheduler
attempting to minimise the distance between computation and data;
and WCSim analyses the cost implications of offloading tasks to
the cloud. Additionally, GPUCloudSim evaluates its scalability in
terms of application and infrastructure size. Notably, the WCSim
experiments do not incorporate GPUs.

6.2 Problems Addressed Through Follow-Up
Work

Some simulators discussed in this study have been extended through
subsequent publications. To account for these developments and
avoid mistakenly identifying previously addressed issues as open
challenges, a follow-up literature search was conducted. This sec-
tion discusses such follow-up work where applicable. No follow-up
work was identified for DCSim, PyPassT, or WCSim. The citations of
Het-Sim [32, 54] do not include practical usage or extensions of the
simulator. Citations of MERPSYS often express an intent to transfer
prior insights into the simulator, as seen in [48, 49, 72, 74, 78].

For Cloudy, a follow-up study [88] proposes an Integer Linear
Programming-based scheduler aimed at reducing GPU fragmenta-
tion through migration, leveraging NVIDIA’s Multi-Instance GPU
(MIG) technology.

Follow-up studies using GPUCloudSim as a platform mostly fo-
cus on the implementation of various scheduling algorithms. Smith
et al. [90] develop a thermal-aware scheduling algorithm to reduce
datacenter energy consumption, combining GPUCloudSim with
CloudSim Plus. Siavashi et al. introduce GPU API remoting and a
scheduler named gVMP [87], also examining network traffic over-
heads. Zhao et al. [103] propose a scheduling firework algorithm
optimising VM placement with respect to energy consumption.
Kulkarni et al. [50] develop a scheduler that considers GPU memory
during task placement, optimising both make span and energy use.
Gao et al. [27] implement a grey wolf-based scheduling algorithm
targeting electricity cost reduction in cloud gaming datacenters.
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6.3 Remaining Problems

Building on the discussion in Section 4.2 addressing Research Ques-
tion 1, this subsection outlines and motivates the open challenges
identified in the reviewed literature.

6.3.1 Interplay Between Scheduling and GPU Allocation. While
some studies have explored the relationship between GPU alloca-
tion at the host level and workload scheduling at the datacenter
level, these remain limited. The use-case demonstrations in GPU-
CloudSim [85] include different datacenter-level scheduling and
GPU allocation policies, but the applied strategies—Breadth-First
Search and Depth-First Search—are relatively rudimentary. The
authors conclude that GPU selection policies had minimal impact
due to GPU overprovisioning relative to workload demands. Fur-
ther developments in this area, such as those by Siavashi et al. [88],
aim to reduce GPU fragmentation, yet additional combinations of
datacenter- and host-level allocation policies are still unexplored
[38]. Overall, GPU allocation remains underrepresented in datacen-
ter simulators. A deeper understanding of its effects can lead to
improvements in performance, cost-efficiency, and energy usage
[53, 100].

6.3.2 Carbon Footprint. Although datacenters contribute an esti-
mated 1-2% of global carbon emissions [15], none of the reviewed
simulators consider carbon footprint in their models. Incorporating
both embodied and operational carbon costs of ICT infrastructure
could inform decisions on whether to retain existing hardware
deployments or upgrade to newer, potentially more sustainable
configurations.

6.3.3 Thermal Modelling. Thermal effects—key to sustainability
and energy consumption—are largely absent from current simu-
lators. Only one study [90] considers GPU thermal output when
designing a scheduler. None of the simulators reviewed can perform
thermal modelling natively; the aforementioned study required the
integration of multiple CloudSim extensions. Future research should
encompass thermal effects alongside other environmental concerns
such as water usage to present a more comprehensive and realistic
simulation environment [29].

6.3.4 Failure Modelling. The reviewed simulators lack experimen-
tal evaluations involving failure scenarios—be it GPU, host, or
component-level failures—despite growing research interest in fail-
ure characteristics of GPU-intensive workloads, such as AI [34, 37].
Integrating failure modelling capabilities would enable more robust
investigations under varying reliability conditions.

6.3.5 Integration of Challenges. While each of the above challenges
warrants investigation in its own right, datacenters are complex
systems composed of interacting components. A holistic approach
that simultaneously addresses multiple challenges could yield in-
sights that isolated investigations cannot [89, 92]. Although it may
be technically feasible to achieve such integration by combining
existing CloudSim extensions, doing so often requires in-depth
programming knowledge and may involve updating unmaintained
codebases. A simulator that natively supports a subset of these chal-
lenges would enhance usability and accessibility for researchers
[82].
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7 RELATED WORK

Several surveys and systematic literature reviews have examined
the modelling of computing systems and datacenter simulation.
Most of these studies analyse a subset of simulators and offer guid-
ance primarily for end-users [10, 16, 60, 70, 80, 84], often supple-
mented by popularity rankings based on citations in academic
literature [58]. Other reviews focus on specific aspects of simula-
tion, such as energy and power consumption [24, 40, 59].

A comprehensive overview of energy modelling in datacenter
components is provided by Dayarathna et al. [24]. Their survey
introduces energy models for a wide range of components, from
low-level hardware such as single-core CPUs and various storage
types, to higher-level abstractions including operating systems, vir-
tualization technologies, and data-intensive applications. While the
coverage is extensive, the focus is solely on energy consumption
rather than the modelling of the components themselves, which is
the focus of the present study.

Makaratzis et al. [59] examine how five different simulators rep-
resent hardware components during workload execution. However,
their work does not provide a systematic characterization of the
identified models. Moreover, the study is limited to CPUs, storage,
networking, and energy aspects, with no discussion of GPU mod-
elling.

The survey by Bambrik [16] offers a broad analysis of the fea-
tures found in various cloud simulators. In addition to discussing
architectural characteristics and the motivations behind simulator
development, it presents varying levels of implementation detail, de-
pending on the relevance to each simulator. Although informative,
the survey does not classify or compare implementation strategies,
and GPU modelling is not addressed, as it falls outside the scope of
their investigation.

Ismail’s work [40] extends the findings of Makaratzis et al. [59]
by analysing which IT (e.g., CPU, memory, servers) and non-IT
components (e.g., cooling, lighting, heating) are incorporated into
energy models within datacenter simulators. However, further func-
tional or architectural modelling aspects of these simulators are
not discussed.

Mansouri et al. [60] conduct a broad evaluation of 33 datacen-
ter simulators to guide researchers and practitioners in selecting
appropriate tools. Their analysis considers simulator features, archi-
tectural design, and supported models. Nonetheless, architectural
discussions are largely limited to high-level structural descriptions,
typically presented through figures or brief textual summaries. The
study serves primarily as a user’s guide, rather than a developer-
oriented resource.

Sanjalawe et al. [80] present a similar guide with a narrower fo-
cus on fewer simulators. While this work provides a more detailed
examination compared to [60], it still omits modelling details of
individual components. The emphasis remains on performance and
usability from an end-user perspective, rather than on simulator
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development.

Alaei et al. [12] offer a focused survey on heterogeneous CPU-
GPU architectures and associated simulators. Their work begins
with an introduction to GPU functionality and proceeds to identify
key challenges in heterogeneous systems, such as shared resource
management, task scheduling, and energy efficiency. Notably, the
survey reviews five cycle-accurate simulators and evaluates them
against these challenges, concluding with design recommendations
for simulator implementation. Among existing literature, this study
is most closely related to the present work. The key distinction lies
in scope: while Alaei et al. focus on cycle-accurate GPU simula-
tors that could potentially be extended to multi-node datacenter
settings, this study directly investigates datacenter simulators with
GPU modelling as a central concern.

Although prior studies—such as [24, 59]—address certain aspects
of component modelling in datacenters, there remains a significant
gap in developer-oriented overviews and discussions of design
decisions. This systematic literature review aims to bridge that gap
and provide an up-to-date understanding of the current state of
datacenter modelling, particularly regarding GPU integration.

8 CONCLUSION

In this systematic literature review, the different designs decisions
of datacenter simulators implementing GPU-enabled simulations.
The respective purpose of the simulators have been studied, an
introduction to their terminology, as well as the simulation model
and the input requirements have been described. Finally, the differ-
ent level considered details in the simulating the hardware and the
influence of GPUs in the simulation process have been ranked.

To identify datacenter simulators with simulated GPUs, a sys-
tematic literature search has been conducted with the use of AIP.
Due to limited results, a keyword-based search along existing data-
center simulator implementations has been conducted with Google
Scholar. Approximately 500 articles have been screened, from which
7 made it into the final selection.

The findings showcase, that only a few datacenter simulators
have the desired implementations. Despite the small number show
the implementations a diverse set of design decisions. Ranging from
cycle-accurate modelling to a boolean representation of GPUs in
the simulated hardware. The majority based their GPU-simulation
design on the number of instructions or floating-point operations.
Inspecting the publicly available code repositories suggests a non-
complete implementation of a selection of simulators.

While progress in GPU modelling for datacenter simulators is
evident, the challenges outlined in this literature review suggest
that the field remains in an early stage of maturity. The lack of
coordination across scheduling layers, limited architectural fidelity,
and the tendency to address isolated aspects rather than system-
wide interactions point to clear limitations in current approaches.
These gaps highlight the potential for more integrated and modular
simulation frameworks that can better reflect the complexity of
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modern heterogeneous infrastructures. By addressing these issues,
future work can support more realistic and flexible experimentation,
helping to bridge the divide between simulation-based research
and the practical needs of operational datacenters.

Interested readers could use this guide to either extend their
existing datacenter simulator with GPU-support in simulation, or
implement a new one filling a gap that the existing implementations
have not done yet. Further, could this survey be the foundation to
test the difference implementations extensively to showcase their
difference in behaviour and test the made claims by the authors. A
different spin on the last idea is to select one or two simulators and
implement various multi-objective scheduling algorithms.
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